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## 101. Symmetric Tree

Easy

Given a binary tree, check whether it is a mirror of itself (ie, symmetric around its center).

For example, this binary tree [1,2,2,3,4,4,3] is symmetric:

1

/ \

2 2

/ \ / \

3 4 4 3

But the following [1,2,2,null,3,null,3] is not:

1

/ \

2 2

\ \

3 3

**Note:**  
Bonus points if you could solve it both recursively and iteratively.

class Solution **{**

public**:**

bool isSymmetric**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isSymmetric**(**TreeNode**\*** root**)** **{**

**if** **(!**root**)** **return** **true;**

stack**<**TreeNode**\*>** s**;**

s**.**push**(**root**->**left**);**  s**.**push**(**root**->**right**);**

**while** **(!**s**.**empty**())** **{**

TreeNode **\***p **=** s**.**top**();** s**.**pop**();**

TreeNode **\***q **=** s**.**top**();** s**.**pop**();**

**if** **(!**p **&&** **!**q**)** **continue;**

**if** **(!**p **||** **!**q**)** **return** **false;**

**if** **(**p**->**val **!=** q**->**val**)** **return** **false;**

s**.**push**(**p**->**left**);**

s**.**push**(**q**->**right**);**

s**.**push**(**p**->**right**);**

s**.**push**(**q**->**left**);**

**}**

**return** **true;**

**}**

**};**

class Solution **{**

public**:**

bool isSymmetric**(**TreeNode**\*** root**)** **{**

**if** **(!**root**)** **return** **true;**

**return** isSame**(**root**->**left**,** root**->**right**);**

**}**

private**:**

bool isSame**(**TreeNode **\***l**,** TreeNode **\***r**)** **{**

**if** **(!**l **||** **!**r**)** **return** l **==** r**;**

**else** **if** **(**l**->**val **!=** r**->**val**)** **return** **false;**

**else** **return** isSame**(**l**->**left**,** r**->**right**)** **&&** isSame**(**r**->**left**,** l**->**right**);**

**}**

**};**

## 102. Binary Tree Level Order Traversal

Medium

Given a binary tree, return the *level order* traversal of its nodes' values. (ie, from left to right, level by level).

For example:  
Given binary tree [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

return its level order traversal as:

[

[3],

[9,20],

[15,7]

]

class Solution **{**

public**:**

vector**<**vector**<**int**>>** levelOrder**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**vector**<**int**>>** levelOrder**(**TreeNode**\*** root**)** **{**

vector**<**vector**<**int**>>** res**;**

**if** **(**root **==** **nullptr)** **return** res**;**

queue**<**TreeNode**\*>** q**;**

q**.**push**(**root**);**

**while** **(!**q**.**empty**())** **{**

int sz **=** q**.**size**();**

vector**<**int**>** v**;**

**while** **(**sz**--)** **{**

TreeNode **\***t **=** q**.**front**();**

q**.**pop**();**

**if** **(**t**->**left**)** q**.**push**(**t**->**left**);**

**if** **(**t**->**right**)** q**.**push**(**t**->**right**);**

v**.**push\_back**(**t**->**val**);**

**}**

res**.**push\_back**(**v**);**

**}**

**return** res**;**

**}**

**};**

## 103. Binary Tree Zigzag Level Order Traversal

Medium

Given a binary tree, return the *zigzag level order* traversal of its nodes' values. (ie, from left to right, then right to left for the next level and alternate between).

For example:  
Given binary tree [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

return its zigzag level order traversal as:

[

[3],

[20,9],

[15,7]

]

class Solution **{**

public**:**

vector**<**vector**<**int**>>** zigzagLevelOrder**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**vector**<**int**>>** zigzagLevelOrder**(**TreeNode**\*** root**)** **{**

vector**<**vector**<**int**>>** res**;**

int k **=** 0**;**

**if** **(**root **==** **nullptr)** **return** res**;**

queue**<**TreeNode**\*>** q**;**

q**.**push**(**root**);**

**while** **(!**q**.**empty**())** **{**

int sz **=** q**.**size**();**

vector**<**int**>** v**;**

**while** **(**sz**--)** **{**

TreeNode **\***t **=** q**.**front**();**

q**.**pop**();**

**if** **(**t**->**left**)** q**.**push**(**t**->**left**);**

**if** **(**t**->**right**)** q**.**push**(**t**->**right**);**

v**.**push\_back**(**t**->**val**);**

**}**

**if** **(**k**)** reverse**(**v**.**begin**(),** v**.**end**());**

k **^=** 1**;**

res**.**push\_back**(**v**);**

**}**

**return** res**;**

**}**

**};**

## 104. Maximum Depth of Binary Tree

Easy

Given a binary tree, find its maximum depth.

The maximum depth is the number of nodes along the longest path from the root node down to the farthest leaf node.

**Note:** A leaf is a node with no children.

**Example:**

Given binary tree [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

return its depth = 3.

class Solution **{**

public**:**

int maxDepth**(**TreeNode**\*** root**)** **{**

**}**

**};**

///////////////////////////////////BFS/////////////////////////////////////

class Solution **{**

public**:**

int maxDepth**(**TreeNode**\*** root**)** **{**

**if** **(**root **==** **nullptr)** **return** 0**;**

queue**<**TreeNode**\*>** q**;**

q**.**push**(**root**);**

int res **=** 0**;**

**while** **(!**q**.**empty**())** **{**

res**++;**

int sz **=** q**.**size**();**

**while** **(**sz**--)** **{**

TreeNode **\***t **=** q**.**front**();**

q**.**pop**();**

**if** **(**t**->**left**)** q**.**push**(**t**->**left**);**

**if** **(**t**->**right**)** q**.**push**(**t**->**right**);**

**}**

**}**

**return** res**;**

**}**

**};**

//////////////////////////////////DFS/////////////////////////////////////

class Solution **{**

public**:**

int maxDepth**(**TreeNode **\***root**)** **{**

**return** **!**root **?** 0 **:** max**(**maxDepth**(**root**->**left**),**maxDepth**(**root**->**right**)) +** 1**;**

**}**

**};**

## 105. Construct Binary Tree from Preorder and Inorder Traversal

Medium

Given preorder and inorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

For example, given

preorder = [3,9,20,15,7]

inorder = [9,3,15,20,7]

Return the following binary tree:

3

/ \

9 20

/ \

15 7

class Solution **{**

public**:**

TreeNode**\*** buildTree**(**vector**<**int**>&** preorder**,** vector**<**int**>&** inorder**)** **{**

**}**

**};**

class Solution **{**

public**:**

TreeNode**\*** buildTree**(**vector**<**int**> &**preorder**,** vector**<**int**> &**inorder**)** **{**

**return** build**(**0**,** 0**,** preorder**.**size**()-**1**,** preorder**,** inorder**);**

**}**

private**:**

TreeNode **\***build**(**int prel**,** int inl**,** int inr**,** vector**<**int**>&** preorder**,** vector**<**int**>&** inorder**)** **{**

**if (**inl **>** inr**)** **return** **nullptr;**

int i **=** inl**;**

**while** **(**inorder**[**i**]** **!=** preorder**[**prel**])** i**++;**

TreeNode **\***t **=** **new** TreeNode**(**inorder**[**i**]);**

t**->**left **=** build**(**prel**+**1**,** inl**,** i**-**1**,** preorder**,** inorder**);**

t**->**right **=** build**(**prel**+**i**+**1**-**inl**,** i**+**1**,** inr**,** preorder**,** inorder**);**

**return** t**;**

**}**

**};**

## 106. Construct Binary Tree from Inorder and Postorder Traversal

Medium

Given inorder and postorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

For example, given

inorder = [9,3,15,20,7]

postorder = [9,15,7,20,3]

Return the following binary tree:

3

/ \

9 20

/ \

15 7

class Solution **{**

public**:**

TreeNode**\*** buildTree**(**vector**<**int**>&** inorder**,** vector**<**int**>&** postorder**)** **{**

**}**

**};**

class Solution **{**

public**:**

TreeNode**\*** buildTree**(**vector**<**int**>&** inorder**,** vector**<**int**>&** postorder**)** **{**

**return** build**(**postorder**.**size**()-**1**,**0**,**inorder**.**size**()-**1**,**postorder**,**inorder**);**

**}**

private**:**

TreeNode **\***build**(**int postr**,** int inl**,** int inr**,** vector**<**int**>&** postorder**,** vector**<**int**>&** inorder**)** **{**

**if (**inl **>** inr**)** **return** **nullptr;**

int i **=** inl**;**

**while** **(**inorder**[**i**]** **!=** postorder**[**postr**])** i**++;**

TreeNode **\***t **=** **new** TreeNode**(**inorder**[**i**]);**

t**->**left **=** build**(**i**-**1**-**inr**+**postr**,** inl**,** i**-**1**,** postorder**,** inorder**);**

t**->**right **=** build**(**postr**-**1**,** i**+**1**,** inr**,** postorder**,** inorder**);**

**return** t**;**

**}**

**};**

## 107. Binary Tree Level Order Traversal II

Easy

Given a binary tree, return the *bottom-up level order* traversal of its nodes' values. (ie, from left to right, level by level from leaf to root).

For example:  
Given binary tree [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

return its bottom-up level order traversal as:

[

[15,7],

[9,20],

[3]

]

class Solution **{**

public**:**

vector**<**vector**<**int**>>** levelOrderBottom**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**vector**<**int**>>** levelOrderBottom**(**TreeNode**\*** root**)** **{**

vector**<**vector**<**int**>>** res**;**

**if** **(**root **==** **nullptr)** **return** res**;**

queue**<**TreeNode**\*>** q**;**

q**.**push**(**root**);**

**while** **(!**q**.**empty**())** **{**

int sz **=** q**.**size**();**

vector**<**int**>** v**;**

**while** **(**sz**--)** **{**

TreeNode **\***t **=** q**.**front**();**

q**.**pop**();**

**if** **(**t**->**left**)** q**.**push**(**t**->**left**);**

**if** **(**t**->**right**)** q**.**push**(**t**->**right**);**

v**.**push\_back**(**t**->**val**);**

**}**

res**.**push\_back**(**v**);**

**}**

reverse**(**res**.**begin**(),** res**.**end**());**

**return** res**;**

**}**

**};**

## 108. Convert Sorted Array to Binary Search Tree

Easy

Given an array where elements are sorted in ascending order, convert it to a height balanced BST.

For this problem, a height-balanced binary tree is defined as a binary tree in which the depth of the two subtrees of *every* node never differ by more than 1.

**Example:**

Given the sorted array: [-10,-3,0,5,9],

One possible answer is: [0,-3,9,-10,null,5], which represents the following height balanced BST:

0

/ \

-3 9

/ /

-10 5

class Solution **{**

public**:**

TreeNode**\*** sortedArrayToBST**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

TreeNode**\*** sortedArrayToBST**(**vector**<**int**>&** nums**)** **{**

**return** sortedArrayToBST**(**nums**,** 0**,** nums**.**size**()-**1**);**

**}**

private**:**

TreeNode**\*** sortedArrayToBST**(**vector**<**int**>&** nums**,** int begin**,** int end**)** **{**

**if (**begin **>** end**)** **return** **nullptr;**

int mid **=** begin**+(**end**-**begin**)/**2**;**

TreeNode **\***node **=** **new** TreeNode**(**nums**[**mid**]);**

node**->**left **=** sortedArrayToBST**(**nums**,** begin**,** mid**-**1**);**

node**->**right **=** sortedArrayToBST**(**nums**,** mid**+**1**,** end**);**

**return** node**;**

**}**

**};**

## 109. Convert Sorted List to Binary Search Tree(●ˇ∀ˇ●)

Medium

Given a singly linked list where elements are sorted in ascending order, convert it to a height balanced BST.

For this problem, a height-balanced binary tree is defined as a binary tree in which the depth of the two subtrees of *every* node never differ by more than 1.

**Example:**

Given the sorted linked list: [-10,-3,0,5,9],

One possible answer is: [0,-3,9,-10,null,5], which represents the following height balanced BST:

0

/ \

-3 9

/ /

-10 5

class Solution **{**

public**:**

TreeNode**\*** sortedListToBST**(**ListNode**\*** head**)** **{**

**}**

**};**

class Solution **{**

public**:**

TreeNode**\*** sortedListToBST**(**ListNode**\*** head**)** **{**

ListNode **\***p **=** head**;**

int len **=** 0**;**

**while** **(**p**)** **{**

p **=** p**->**next**;**

len**++;**

**}**

**return** sortedListToBST**(**head**,** 0**,** len**-**1**);**

**}**

private**:**

TreeNode**\*** sortedListToBST**(**ListNode **\*&**p**,** int left**,** int right**)** **{**

**if** **(**left **>** right**)** **return** **nullptr;**

int mid **=** left**+(**right**-**left**)/**2**;**

TreeNode **\***left\_tree **=** sortedListToBST**(**p**,** left**,** mid**-**1**);**

TreeNode **\***node **=** **new** TreeNode**(**p**->**val**);**

p **=** p**->**next**;**

TreeNode **\***right\_tree **=** sortedListToBST**(**p**,** mid**+**1**,** right**);**

node**->**left **=** left\_tree**;**

node**->**right **=** right\_tree**;**

**return** node**;**

**}**

**};**

## 110. Balanced Binary Tree

Easy

Given a binary tree, determine if it is height-balanced.

For this problem, a height-balanced binary tree is defined as:

a binary tree in which the depth of the two subtrees of *every* node never differ by more than 1.

**Example 1:**

Given the following tree [3,9,20,null,null,15,7]:

3

/ \

9 20

/ \

15 7

Return true.  
  
**Example 2:**

Given the following tree [1,2,2,3,3,null,null,4,4]:

1

/ \

2 2

/ \

3 3

/ \

4 4

Return false.

class Solution **{**

public**:**

bool isBalanced**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isBalanced**(**TreeNode**\*** root**)** **{**

**if** **(**root **&&** get\_height**(**root**)** **==** **-**1**)** **return** **false;**

**else** **return** **true;**

**}**

int get\_height**(**TreeNode **\***p**)** **{**

**if (**p **==** **nullptr)** **return** 0**;**

int l **=** get\_height**(**p**->**left**),** r **=** get\_height**(**p**->**right**);**

**if** **(**abs**(**l**-**r**)** **>** 1 **||** l **==** **-**1 **||** r **==** **-**1**)** **return** **-**1**;**

**else** **return** max**(**l**,** r**)+**1**;**

**}**

**};**

## 111. Minimum Depth of Binary Tree

Easy

Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the root node down to the nearest leaf node.

**Note:** A leaf is a node with no children.

**Example:**

Given binary tree [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

return its minimum depth = 2.

class Solution **{**

public**:**

int minDepth**(**TreeNode**\*** root**)** **{**

**}**

**};**

////////////////////////////////////BFS/////////////////////////

class Solution **{**

public**:**

int minDepth**(**TreeNode**\*** root**)** **{**

**if** **(**root **==** **nullptr)** **return** 0**;**

queue**<**TreeNode**\*>** q**;**

q**.**push**(**root**);**

int res **=** 1**;**

**while** **(!**q**.**empty**())** **{**

int sz **=** q**.**size**();**

**while** **(**sz**--)** **{**

TreeNode **\***t **=** q**.**front**();**

q**.**pop**();**

**if** **(**t**->**left **==** **nullptr** **&&** t**->**right **==** **nullptr)** **return** res**;**

**if** **(**t**->**left**)** q**.**push**(**t**->**left**);**

**if** **(**t**->**right**)** q**.**push**(**t**->**right**);**

**}**

res**++;**

**}**

**return** **-**1**;**

**}**

**};**

////////////////////////////////////DFS/////////////////////////

class Solution **{**

public**:**

int minDepth**(**TreeNode**\*** root**)** **{**

**if** **(!**root**)** **return** 0**;**

int L **=** minDepth**(**root**->**left**),** R **=** minDepth**(**root**->**right**);**

**return** 1 **+** **((**L **&&** R**)** **?** min**(**L**,** R**)** **:** max**(**L**,** R**));**

**}**

**};**

## 112. Path Sum

Easy

Given a binary tree and a sum, determine if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum.

**Note:** A leaf is a node with no children.

**Example:**

Given the below binary tree and sum = 22,

**5**

**/** \

**4** 8

**/** / \

**11** 13 4

/ **\** \

7 **2** 1

return true, as there exist a root-to-leaf path 5->4->11->2 which sum is 22.

class Solution **{**

public**:**

bool hasPathSum**(**TreeNode**\*** root**,** int sum**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool hasPathSum**(**TreeNode**\*** root**,** int sum**)** **{**

**if** **(!**root**)** **return** **false;**

**return** dfs**(**root**,** 0**,** sum**);**

**}**

private**:**

bool dfs**(**TreeNode **\***t**,** int cur**,** int **&**sum**)** **{**

**if** **(!**t**)** **return** **false;**

cur **+=** t**->**val**;**

**if** **(!(**t**->**left**)** **&&** **!(**t**->**right**))** **return** cur **==** sum**;**

**return** dfs**(**t**->**left**,** cur**,** sum**)** **||** dfs**(**t**->**right**,** cur**,** sum**);**

**}**

**};**

## 113. Path Sum II

Medium

Given a binary tree and a sum, find all root-to-leaf paths where each path's sum equals the given sum.

**Note:** A leaf is a node with no children.

**Example:**

Given the below binary tree and sum = 22,

**5**

**/ \**

**4 8**

**/** / **\**

**11** 13 **4**

/ **\** **/** \

7 **2** **5** 1

Return:

[

[5,4,11,2],

[5,8,4,5]

]

class Solution **{**

public**:**

vector**<**vector**<**int**>>** pathSum**(**TreeNode**\*** root**,** int sum**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**vector**<**int**>>** pathSum**(**TreeNode**\*** root**,** int sum**)** **{**

vector**<**int**>** cur**;**

dfs**(**root**,** sum**,** cur**);**

**return** res**;**

**}**

private**:**

vector**<**vector**<**int**>>** res**;**

void dfs**(**TreeNode**\*** root**,** int sum**,** vector**<**int**>** **&**cur**)** **{**

**if** **(!**root**)** **return;**

cur**.**push\_back**(**root**->**val**);**

**if** **(!(**root**->**left**)** **&&** **!(**root**->**right**)** **&&** sum **==** root**->**val**)**

res**.**push\_back**(**cur**);**

dfs**(**root**->**left**,** sum**-**root**->**val**,** cur**);**

dfs**(**root**->**right**,** sum**-**root**->**val**,** cur**);**

cur**.**pop\_back**();**

**}**

**};**

## 114. Flatten Binary Tree to Linked List(●ˇ∀ˇ●)

Medium

Given a binary tree, flatten it to a linked list in-place.

For example, given the following tree:

1

/ \

2 5

/ \ \

3 4 6

The flattened tree should look like:

1

\

2

\

3

\

4

\

5

\

6

class Solution **{**

public**:**

void flatten**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

void flatten**(**TreeNode**\*** root**)** **{**

**while** **(**root**)** **{**

TreeNode **\***p **=** root**->**left**;**

**if** **(**p**)** **{**

**while** **(**p**->**right**)** p **=** p**->**right**;**

p**->**right **=** root**->**right**;**

root**->**right **=** root**->**left**;**

root**->**left **=** **nullptr;**

**}**

root **=** root**->**right**;**

**}**

**}**

**};**

## 115. Distinct Subsequences

Hard

Given a string **S** and a string **T**, count the number of distinct subsequences of **S** which equals **T**.

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ACE" is a subsequence of "ABCDE" while "AEC" is not).

**Example 1:**

**Input:** S = "rabbbit", T = "rabbit"

**Output:** 3

**Explanation:**

As shown below, there are 3 ways you can generate "rabbit" from S.

(The caret symbol ^ means the chosen letters)

rabbbit

^^^^ ^^

rabbbit

^^ ^^^^

rabbbit

^^^ ^^^

**Example 2:**

**Input:** S = "babgbag", T = "bag"

**Output:** 5

**Explanation:**

As shown below, there are 5 ways you can generate "bag" from S.

(The caret symbol ^ means the chosen letters)

babgbag

^^ ^

babgbag

^^ ^

babgbag

^ ^^

babgbag

^ ^^

babgbag

^^^

class Solution **{**

public**:**

int numDistinct**(**string s**,** string t**)** **{**

int m **=** s**.**length**(),** n **=** t**.**length**();**

vector**<**vector**<**long long**>>** dp**(**2**,** vector**<**long long**>(**n **+** 1**,** 0**));**

dp**[**0**][**0**]** **=** dp**[**1**][**0**]** **=** 1**;**

int k **=** 0**;**

**for** **(**int i **=** 1**;** i **<=** m**;** i**++)** **{**

**for** **(**int j **=** 1**;** j **<=** n**;** j**++)** **{**

dp**[**k**][**j**]** **=** dp**[**k**^**1**][**j**]** **+** **(**s**[**i**-**1**]** **==** t**[**j**-**1**]** **?** dp**[**k**^**1**][**j**-**1**]** **:** 0**);**

**}**

k **^=** 1**;**

**}**

**return** dp**[**k**^**1**][**n**];**

**}**

**};**

## 116. Populating Next Right Pointers in Each Node

Medium

Given a binary tree

struct TreeLinkNode {

TreeLinkNode \*left;

TreeLinkNode \*right;

TreeLinkNode \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.

**Note:**

* You may only use constant extra space.
* Recursive approach is fine, implicit stack space does not count as extra space for this problem.
* You may assume that it is a perfect binary tree (ie, all leaves are at the same level, and every parent has two children).

**Example:**

1

/ \

2 3

/ \ / \

4 5 6 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ / \

4->5->6->7 -> NULL

class Solution **{**

public**:**

void connect**(**TreeLinkNode **\***root**)** **{**

**if (**root **==** **nullptr)** **return;**

TreeLinkNode **\***dummy **=** **new** TreeLinkNode**(-**1**),** **\***p **=** dummy**,** **\***q **=** root**;**

**while** **(**q**){**

**if** **(**q**->**left**)** **{**

p**->**next **=** q**->**left**;**

p **=** p**->**next**;**

**}**

**if** **(**q**->**right**)** **{**

p**->**next **=** q**->**right**;**

p **=** p**->**next**;**

**}**

q **=** q**->**next**;**

**}**

connect**(**dummy**->**next**);**

**}**

**};**

class Solution **{**

public**:**

void connect**(**TreeLinkNode **\***root**)** **{**

TreeLinkNode **\***dummy **=** **new** TreeLinkNode**(-**1**),** **\***p**,** **\***q**;**

**while** **(**root**)** **{**

dummy**->**next **=** **nullptr;** p **=** dummy**;** q **=** root**;**

**while** **(**q**){**

**if** **(**q**->**left**)** **{**

p**->**next **=** q**->**left**;**

p **=** p**->**next**;**

**}**

**if** **(**q**->**right**)** **{**

p**->**next **=** q**->**right**;**

p **=** p**->**next**;**

**}**

q **=** q**->**next**;**

**}**

root **=** dummy**->**next**;**

**}**

**}**

**};**

## 117. Populating Next Right Pointers in Each Node II(●ˇ∀ˇ●)

Medium

Given a binary tree

struct TreeLinkNode {

TreeLinkNode \*left;

TreeLinkNode \*right;

TreeLinkNode \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.

**Note:**

* You may only use constant extra space.
* Recursive approach is fine, implicit stack space does not count as extra space for this problem.

**Example:**

Given the following binary tree,

1

/ \

2 3

/ \ \

4 5 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ \

4-> 5 -> 7 -> NULL

class Solution **{**

public**:**

void connect**(**TreeLinkNode **\***root**)** **{**

**if (**root **==** **nullptr)** **return;**

TreeLinkNode **\***dummy **=** **new** TreeLinkNode**(-**1**),** **\***p **=** dummy**,** **\***q **=** root**;**

**while** **(**q**){**

**if** **(**q**->**left**)** **{**

p**->**next **=** q**->**left**;**

p **=** p**->**next**;**

**}**

**if** **(**q**->**right**)** **{**

p**->**next **=** q**->**right**;**

p **=** p**->**next**;**

**}**

q **=** q**->**next**;**

**}**

connect**(**dummy**->**next**);**

**}**

**};**

class Solution **{**

public**:**

void connect**(**TreeLinkNode **\***root**)** **{**

TreeLinkNode **\***dummy **=** **new** TreeLinkNode**(-**1**),** **\***p**,** **\***q**;**

**while** **(**root**)** **{**

dummy**->**next **=** **nullptr;** p **=** dummy**;** q **=** root**;**

**while** **(**q**){**

**if** **(**q**->**left**)** **{**

p**->**next **=** q**->**left**;**

p **=** p**->**next**;**

**}**

**if** **(**q**->**right**)** **{**

p**->**next **=** q**->**right**;**

p **=** p**->**next**;**

**}**

q **=** q**->**next**;**

**}**

root **=** dummy**->**next**;**

**}**

**}**

**};**

## 118. Pascal's Triangle

Easy

Given a non-negative integer *numRows*, generate the first *numRows* of Pascal's triangle.
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In Pascal's triangle, each number is the sum of the two numbers directly above it.

**Example:**

**Input:** 5

**Output:**

[

[1],

[1,1],

[1,2,1],

[1,3,3,1],

[1,4,6,4,1]

]

class Solution **{**

public**:**

vector**<**vector**<**int**>>** generate**(**int numRows**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**vector**<**int**>>** generate**(**int numRows**)** **{**

**if** **(**numRows **<=** 0**)** **return** vector**<**vector**<**int**>>** **();**

vector**<**vector**<**int**>>** res**(**numRows**,** vector**<**int**>** **{**1**});**

**for** **(**int i **=** 1**;** i **<** numRows**;** **++**i**)** **{**

vector**<**int**>** **&**prev **=** res**[**i**-**1**],** **&**cur **=** res**[**i**];**

int sz **=** prev**.**size**();**

**for** **(**int i **=** 1**;** i **<** sz**;** i**++)** **{**

cur**.**push\_back**(**prev**[**i**-**1**]+**prev**[**i**]);**

**}**

cur**.**push\_back**(**1**);**

**}**

**return** res**;**

**}**

**};**

## 119. Pascal's Triangle II

Easy

Given a non-negative index *k* where *k* ≤ 33, return the *k*th index row of the Pascal's triangle.

Note that the row index starts from 0.
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In Pascal's triangle, each number is the sum of the two numbers directly above it.

**Example:**

**Input:** 3

**Output:** [1,3,3,1]

**Follow up:**

Could you optimize your algorithm to use only *O*(*k*) extra space?

class Solution **{**

public**:**

vector**<**int**>** getRow**(**int rowIndex**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** getRow**(**int rowIndex**)** **{**

vector**<**int**>** res**(**1**,**1**);**

**if** **(**rowIndex **<=** 0**)** **return** res**;**

**for** **(**int i **=** 0**;** i **<** rowIndex**;** **++**i**)** **{**

vector**<**int**>** cur**;**

cur**.**push\_back**(**1**);**

int sz **=** res**.**size**();**

**for** **(**int i **=** 1**;** i **<** sz**;** i**++)** **{**

cur**.**push\_back**(**res**[**i**-**1**]+**res**[**i**]);**

**}**

cur**.**push\_back**(**1**);**

res **=** cur**;**

**}**

**return** res**;**

**}**

**};**

## 120. Triangle

Medium

Given a triangle, find the minimum path sum from top to bottom. Each step you may move to adjacent numbers on the row below.

For example, given the following triangle

[

[**2**],

[**3**,4],

[6,**5**,7],

[4,**1**,8,3]

]

The minimum path sum from top to bottom is 11 (i.e., **2** + **3** + **5** + **1** = 11).

**Note:**

Bonus point if you are able to do this using only *O*(*n*) extra space, where *n* is the total number of rows in the triangle.

class Solution **{**

public**:**

int minimumTotal**(**vector**<**vector**<**int**>>&** triangle**)** **{**

**}**

**};**

class Solution **{**

public**:**

int minimumTotal**(**vector**<**vector**<**int**>>&** triangle**)** **{**

vector**<**int**>** **&**f **=** triangle**.**back**();**

**for** **(**int i **=** triangle**.**size**()-**2**;** i **>=** 0**;** i**--)** **{**

**for** **(**int j **=** 0**;** j **<=** i**;** j**++)** **{**

f**[**j**]** **=** min**(**f**[**j**],** f**[**j**+**1**])+**triangle**[**i**][**j**];**

**}**

**}**

**return** f**[**0**];**

**}**

**};**

## 121. Best Time to Buy and Sell Stock

Easy

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

If you were only permitted to complete at most one transaction (i.e., buy one and sell one share of the stock), design an algorithm to find the maximum profit.

Note that you cannot sell a stock before you buy one.

**Example 1:**

**Input:** [7,1,5,3,6,4]

**Output:** 5

**Explanation:** Buy on day 2 (price = 1) and sell on day 5 (price = 6), profit = 6-1 = 5.

  Not 7-1 = 6, as selling price needs to be larger than buying price.

**Example 2:**

**Input:** [7,6,4,3,1]

**Output:** 0

**Explanation:** In this case, no transaction is done, i.e. max profit = 0.

class Solution **{**

public**:**

int maxProfit**(**vector**<**int**>&** prices**)** **{**

**}**

**};**

class Solution **{**

public**:**

int maxProfit**(**vector**<**int**>&** prices**)** **{**

int Min **=** INT\_MAX**,** res **=** 0**;**

**for** **(**auto **&**i **:** prices**)** **{**

**if** **(**i **<** Min**)** Min **=** i**;**

**else** res **=** max**(**res**,** i**-**Min**);**

**}**

**return** res**;**

**}**

**};**

## 122. Best Time to Buy and Sell Stock II

Easy

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (i.e., buy one and sell one share of the stock multiple times).

**Note:** You may not engage in multiple transactions at the same time (i.e., you must sell the stock before you buy again).

**Example 1:**

**Input:** [7,1,5,3,6,4]

**Output:** 7

**Explanation:** Buy on day 2 (price = 1) and sell on day 3 (price = 5), profit = 5-1 = 4.

  Then buy on day 4 (price = 3) and sell on day 5 (price = 6), profit = 6-3 = 3.

**Example 2:**

**Input:** [1,2,3,4,5]

**Output:** 4

**Explanation:** Buy on day 1 (price = 1) and sell on day 5 (price = 5), profit = 5-1 = 4.

  Note that you cannot buy on day 1, buy on day 2 and sell them later, as you are

  engaging multiple transactions at the same time. You must sell before buying again.

**Example 3:**

**Input:** [7,6,4,3,1]

**Output:** 0

**Explanation:** In this case, no transaction is done, i.e. max profit = 0.

class Solution **{**

public**:**

int maxProfit**(**vector**<**int**>&** prices**)** **{**

**}**

**};**

class Solution **{**

public**:**

int maxProfit**(**vector**<**int**>&** prices**)** **{**

int Buy **=** INT\_MAX**,** res **=** 0**;**

**for** **(**auto **&**Sell **:** prices**)** **{**

**if** **(**Sell **>** Buy**)** res **+=** Sell**-**Buy**;**

Buy **=** Sell**;**

**}**

**return** res**;**

**}**

**};**

## 123. Best Time to Buy and Sell Stock III(●ˇ∀ˇ●)

Hard

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete at most *two* transactions.

**Note:**You may not engage in multiple transactions at the same time (i.e., you must sell the stock before you buy again).

**Example 1:**

**Input:** [3,3,5,0,0,3,1,4]

**Output:** 6

**Explanation:** Buy on day 4 (price = 0) and sell on day 6 (price = 3), profit = 3-0 = 3.

  Then buy on day 7 (price = 1) and sell on day 8 (price = 4), profit = 4-1 = 3.

**Example 2:**

**Input:** [1,2,3,4,5]

**Output:** 4

**Explanation:** Buy on day 1 (price = 1) and sell on day 5 (price = 5), profit = 5-1 = 4.

  Note that you cannot buy on day 1, buy on day 2 and sell them later, as you are

  engaging multiple transactions at the same time. You must sell before buying again.

**Example 3:**

**Input:** [7,6,4,3,1]

**Output:** 0

**Explanation:** In this case, no transaction is done, i.e. max profit = 0.

class Solution **{**

public**:**

int maxProfit**(**vector**<**int**>&** prices**)** **{**

int n **=** prices**.**size**(),** res **=** 0**;**

**if** **(**n **<** 2**)** **return** res**;**

vector**<**int**>** f**(**n**,** 0**),** g**(**n**,** 0**);**

**for** **(**int i **=** 1**,** buy **=** prices**[**0**];** i **<** n**;** i**++)** **{**

buy **=** min**(**buy**,** prices**[**i**]);**

f**[**i**]** **=** max**(**f**[**i**-**1**],** prices**[**i**]-**buy**);**

**}**

**for** **(**int i **=** n**-**2**,** sell **=** prices**[**n**-**1**];** i **>=** 0**;** i**--)** **{**

sell **=** max**(**sell**,** prices**[**i**]);**

g**[**i**]** **=** max**(**g**[**i**],** sell**-**prices**[**i**]);**

**}**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** res **=** max**(**res**,** f**[**i**]+**g**[**i**]);**

**return** res**;**

**}**

**};**

class Solution **{**

public**:**

int maxProfit**(**vector**<**int**>&** prices**)** **{**

int buy1 **=** INT\_MIN**,** sale1 **=** 0**,** buy2 **=** INT\_MIN**,** sale2 **=** 0**;**

**for** **(**int **&**i **:** prices**)** **{**

buy1 **=** max**(**buy1**,** **-**i**);** //left money after buy1

sale1 **=** max**(**sale1**,** i **+** buy1**);** //left money after sale1

buy2 **=** max**(**buy2**,** sale1 **-** i**);** //left money after buy2

sale2 **=** max**(**sale2**,** i **+** buy2**);** //left money after sale2

**}**

**return** sale2**;**

**}**

**};**

## 124. Binary Tree Maximum Path Sum(●ˇ∀ˇ●)

Hard

Given a **non-empty** binary tree, find the maximum path sum.

For this problem, a path is defined as any sequence of nodes from some starting node to any node in the tree along the parent-child connections. The path must contain **at least one node** and does not need to go through the root.

**Example 1:**

**Input:** [1,2,3]

**1**

**/ \**

**2** **3**

**Output:** 6

**Example 2:**

**Input:** [-10,9,20,null,null,15,7]

  -10

   / \

  9  **20**

**/  \**

**15   7**

**Output:** 42

class Solution **{**

public**:**

int maxPathSum**(**TreeNode **\***root**)** **{**

**}**

**};**

class Solution **{**

public**:**

int maxPathSum**(**TreeNode **\***root**)** **{**

int res **=** INT\_MIN**;**

maxToRoot**(**root**,** res**);**

**return** res**;**

**}**

private**:**

int maxToRoot**(**TreeNode **\***root**,** int **&**res**)** **{**

**if** **(!**root**)** **return** 0**;**

int l **=** maxToRoot**(**root**->**left**,** res**);**

int r **=** maxToRoot**(**root**->**right**,** res**);**

**if** **(**l **<** 0**)** l **=** 0**;**

**if** **(**r **<** 0**)** r **=** 0**;**

res **=** max**(**res**,** l **+** r **+** root**->**val**);**

**return** root**->**val **+=** max**(**l**,** r**);**

**}**

**};**

## 125. Valid Palindrome

Easy

Given a string, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

**Note:** For the purpose of this problem, we define empty string as valid palindrome.

**Example 1:**

**Input:** "A man, a plan, a canal: Panama"

**Output:** true

**Example 2:**

**Input:** "race a car"

**Output:** false

class Solution **{**

public**:**

bool isPalindrome**(**string s**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool isPalindrome**(**string s**)** **{**

**if** **(**s**.**empty**())** **return** **true;**

auto p **=** **&**s**[**0**],** q **=** **&**s**[**s**.**length**()-**1**];**

**while** **(**p **<** q**)** **{**

**while** **(**p **<** q **&&** **!**isalnum**(\***p**))** p**++;**

**while** **(**p **<** q **&&** **!**isalnum**(\***q**))** q**--;**

**if** **(**tolower**(\***p**)** **!=** tolower**(\***q**))** **return** **false;**

p**++;** q**--;**

**}**

**return** **true;**

**}**

**};**

## 126. Word Ladder II(●ˇ∀ˇ●)

Hard

Given two words (*beginWord* and *endWord*), and a dictionary's word list, find all shortest transformation sequence(s) from *beginWord* to *endWord*, such that:

1. Only one letter can be changed at a time
2. Each transformed word must exist in the word list. Note that *beginWord* is *not* a transformed word.

**Note:**

* Return an empty list if there is no such transformation sequence.
* All words have the same length.
* All words contain only lowercase alphabetic characters.
* You may assume no duplicates in the word list.
* You may assume *beginWord* and *endWord* are non-empty and are not the same.

**Example 1:**

**Input:**

beginWord = "hit",

endWord = "cog",

wordList = ["hot","dot","dog","lot","log","cog"]

**Output:**

[ ["hit","hot","dot","dog","cog"],

  ["hit","hot","lot","log","cog"]]

**Example 2:**

**Input:**

beginWord = "hit"

endWord = "cog"

wordList = ["hot","dot","dog","lot","log"]

**Output:** []

**Explanation:** The endWord "cog" is not in wordList, therefore no possibletransformation.

class Solution **{**

public**:**

vector**<**vector**<**string**>** **>** findLadders**(**string beginWord**,** string endWord**,** vector**<**string**>&** wordList**)** **{**

dict **=** unordered\_set**<**string**>(**wordList**.**begin**(),** wordList**.**end**());**

words1**.**insert**(**beginWord**);**

words2**.**insert**(**endWord**);**

path**.**push\_back**(**beginWord**);**

**if** **(!**dict**.**count**(**endWord**))** **return** **{};**

**if** **(**beginWord **==** endWord**)** **return** **{**path**};**

**if** **(**findLaddersHelper**(**words1**,** words2**))**

getPath**(**beginWord**,** endWord**);**

**return** res**;**

**}**

private**:**

unordered\_set**<**string**>** dict**,** words1**,** words2**;**

unordered\_map**<**string**,** vector**<**string**>** **>** nexts**;**

vector**<**string**>** path**;**

vector**<**vector**<**string**>>** res**;**

bool words1IsBegin **=** **false;**

bool findLaddersHelper**(**unordered\_set**<**string**>** **&**words1**,** unordered\_set**<**string**>** **&**words2**)** **{**

words1IsBegin **=** **!**words1IsBegin**;**

**if** **(**words1**.**empty**())** **return** **false;**

**if** **(**words1**.**size**()** **>** words2**.**size**())**

**return** findLaddersHelper**(**words2**,** words1**);**

**for** **(**auto it **:** words1**)** dict**.**erase**(**it**);**

**for** **(**auto it **:** words2**)** dict**.**erase**(**it**);**

unordered\_set**<**string**>** words3**;**

bool reach **=** **false;**

**for** **(**auto it **=** words1**.**begin**();** it **!=** words1**.**end**();** **++**it**)** **{**

string word **=** **\***it**;**

**for** **(**auto ch **=** word**.**begin**();** ch **!=** word**.**end**();** **++**ch**)** **{**

char tmp **=** **\***ch**;**

**for** **(\***ch **=** 'a'**;** **\***ch **<=** 'z'**;** **++(\***ch**))** **if** **(\***ch **!=** tmp**)** **{**

**if** **(**words2**.**find**(**word**)** **!=** words2**.**end**())** **{**

reach **=** **true;**

words1IsBegin **?** nexts**[\***it**].**push\_back**(**word**)**

**:** nexts**[**word**].**push\_back**(\***it**);**

**}** **else** **if** **(!**reach **&&** dict**.**find**(**word**)** **!=** dict**.**end**())** **{**

words3**.**insert**(**word**);**

words1IsBegin **?** nexts**[\***it**].**push\_back**(**word**)**

**:** nexts**[**word**].**push\_back**(\***it**);**

**}**

**}**

**\***ch **=** tmp**;**

**}**

**}**

**return** reach **||** findLaddersHelper**(**words2**,** words3**);**

**}**

void getPath**(**string beginWord**,** string **&**endWord**)** **{**

**if** **(**beginWord **==** endWord**)**

res**.**push\_back**(**path**);**

**else** **for** **(**auto it **=** nexts**[**beginWord**].**begin**();**

it **!=** nexts**[**beginWord**].**end**();** **++**it**)** **{**

path**.**push\_back**(\***it**);**

getPath**(\***it**,** endWord**);**

path**.**pop\_back**();**

**}**

**}**

**};**

## 127. Word Ladder

Medium

Given two words (*beginWord* and *endWord*), and a dictionary's word list, find the length of shortest transformation sequence from *beginWord* to *endWord*, such that:

1. Only one letter can be changed at a time.
2. Each transformed word must exist in the word list. Note that *beginWord* is *not* a transformed word.

**Note:**

* Return 0 if there is no such transformation sequence.
* All words have the same length.
* All words contain only lowercase alphabetic characters.
* You may assume no duplicates in the word list.
* You may assume *beginWord* and *endWord* are non-empty and are not the same.

**Example 1:**

**Input:**

beginWord = "hit",

endWord = "cog",

wordList = ["hot","dot","dog","lot","log","cog"]

**Output:** 5

**Explanation:** As one shortest transformation is "hit" -> "hot" -> "dot" -> "dog" -> "cog",

return its length 5.

**Example 2:**

**Input:**

beginWord = "hit"

endWord = "cog"

wordList = ["hot","dot","dog","lot","log"]

**Output:** 0

**Explanation:** The endWord "cog" is not in wordList, therefore no possibletransformation.

class Solution **{**

public**:**

int ladderLength**(**string beginWord**,** string endWord**,**

vector**<**string**>&** wordList**)** **{**

dict **=** unordered\_set**<**string**>(**wordList**.**begin**(),** wordList**.**end**());**

words1**.**insert**(**beginWord**);**

words2**.**insert**(**endWord**);**

**if** **(!**dict**.**count**(**endWord**))** **return** 0**;**

**if** **(**beginWord **==** endWord**)** **return** 1**;**

**return** ladderLengthHelper**(**words1**,** words2**,** 1**);**

**}**

private**:**

unordered\_set**<**string**>** dict**,** words1**,** words2**;**

int ladderLengthHelper**(**unordered\_set**<**string**>** **&**words1**,** unordered\_set**<**string**>** **&**words2**,** int level**)** **{**

**if** **(**words1**.**empty**())** **return** 0**;**

**if** **(**words1**.**size**()** **>** words2**.**size**())**

**return** ladderLengthHelper**(**words2**,** words1**,** level**);**

**for** **(**auto it **:** words1**)** dict**.**erase**(**it**);**

**for** **(**auto it **:** words2**)** dict**.**erase**(**it**);**

unordered\_set**<**string**>** words3**;**

**for** **(**auto it **=** words1**.**begin**();** it **!=** words1**.**end**();** **++**it**)** **{**

string word **=** **\***it**;**

**for** **(**auto ch **=** word**.**begin**();** ch **!=** word**.**end**();** **++**ch**)** **{**

char tmp **=** **\***ch**;**

**for** **(\***ch **=** 'a'**;** **\***ch **<=** 'z'**;** **++(\***ch**))** **{**

**if** **(\***ch **!=** tmp**)**

**if** **(**words2**.**find**(**word**)** **!=** words2**.**end**())**

**return** level **+** 1**;**

**else** **if** **(**dict**.**find**(**word**)** **!=** dict**.**end**())** **{**

words3**.**insert**(**word**);**

**}**

**}**

**\***ch **=** tmp**;**

**}**

**}**

**return** ladderLengthHelper**(**words2**,** words3**,** level**+**1**);**

**}**

**};**

class Solution **{**

public**:**

int ladderLength**(**string beginWord**,** string endWord**,**

vector**<**string**>&** wordList**)** **{**

int res **=** 1**;**

queue**<**string**>** q**;**

q**.**push**(**beginWord**);**

unordered\_set**<**string**>** s**(**wordList**.**begin**(),** wordList**.**end**());**

**while** **(!**q**.**empty**())** **{**

res**++;**

int sz **=** q**.**size**();**

**while** **(**sz**--)** **{**

string t **=** q**.**front**();**

q**.**pop**();**

**for** **(**auto it **=** s**.**begin**();** it **!=** s**.**end**();)** **{**

**if** **(**judge**(**t**,** **\***it**))** **{**

**if** **(\***it **==** endWord**)** **return** res**;**

q**.**push**(\***it**);**

it **=** s**.**erase**(**it**);**

**}**

**else** it**++;**

**}**

**}**

**}**

**return** 0**;**

**}**

private**:**

bool judge**(**const string **&**a**,** const string **&**b**)** **{**

**if** **(**a**.**length**()** **!=** b**.**length**())** **return** **false;**

int cnt **=** 0**,** len **=** a**.**length**();**

**for** **(**int i **=** 0**;** i **<** len**;** i**++)** **{**

**if** **(**a**[**i**]** **!=** b**[**i**]** **&&** **++**cnt **>** 1**)** **{**

**return** **false;**

**}**

**}**

**return** cnt **==** 1**;**

**}**

**};**

## 128. Longest Consecutive Sequence(●ˇ∀ˇ●)

Hard

Given an unsorted array of integers, find the length of the longest consecutive elements sequence.

Your algorithm should run in O(*n*) complexity.

**Example:**

**Input:** [100, 4, 200, 1, 3, 2]

**Output:** 4

**Explanation:** The longest consecutive elements sequence is [1, 2, 3, 4]. Therefore its length is 4.

class Solution **{**

public**:**

int longestConsecutive**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int longestConsecutive**(**vector**<**int**>&** nums**)** **{**

unordered\_set**<**int**>** s**(**nums**.**begin**(),** nums**.**end**()),** searched**;**

int longest **=** 0**;**

**for** **(**int i**:** nums**)** **{**

**if** **(**searched**.**find**(**i**)** **!=** searched**.**end**())** **continue;**

searched**.**insert**(**i**);**

int j **=** i **-** 1**,** k **=** i **+** 1**;**

**while** **(**s**.**find**(**j**)** **!=** s**.**end**())** searched**.**insert**(**j**--);**

**while** **(**s**.**find**(**k**)** **!=** s**.**end**())** searched**.**insert**(**k**++);**

longest **=** max**(**longest**,** k**-**j**-**1**);**

**}**

**return** longest**;**

**}**

**};**

class Solution **{**

public**:**

int longestConsecutive**(**vector**<**int**>&** nums**)** **{**

unordered\_set**<**int**>** s**(**nums**.**begin**(),** nums**.**end**());**

int longest **=** 0**;**

**for** **(**int i**:** nums**)** **{**

int j **=** i**,** k **=** i **+** 1**;**

**while** **(**s**.**find**(**j**)** **!=** s**.**end**())** s**.**erase**(**j**--);**

**while** **(**s**.**find**(**k**)** **!=** s**.**end**())** s**.**erase**(**k**++);**

longest **=** max**(**longest**,** k**-**j**-**1**);**

**}**

**return** longest**;**

**}**

**};**

## 129. Sum Root to Leaf Numbers

Medium

Given a binary tree containing digits from 0-9 only, each root-to-leaf path could represent a number.

An example is the root-to-leaf path 1->2->3 which represents the number 123.

Find the total sum of all root-to-leaf numbers.

**Example:**

**Input:** [1,2,3]

1

/ \

2 3

**Output:** 25

**Explanation:**

The root-to-leaf path 1->2 represents the number 12.

The root-to-leaf path 1->3 represents the number 13.

Therefore, sum = 12 + 13 = 25.

**Input:** [4,9,0,5,1]

4

/ \

9 0

 / \

5 1

**Output:** 1026

**Explanation:**

The root-to-leaf path 4->9->5 represents the number 495.

The root-to-leaf path 4->9->1 represents the number 491.

The root-to-leaf path 4->0 represents the number 40.

Therefore, sum = 495 + 491 + 40 = 1026

class Solution **{**

public**:**

int sumNumbers**(**TreeNode**\*** root**)** **{**

**return** dfs**(**root**,** 0**);**

**}**

private**:**

int dfs**(**TreeNode **\***t**,** int sum**)** **{**

**if** **(!**t**)** **return** 0**;**

sum **=** sum**\***10**+**t**->**val**;**

**if** **(**t**->**left **==** **nullptr** **&&** t**->**right **==** **nullptr)** **return** sum**;**

**else return** dfs**(**t**->**left**,** sum**) +** dfs**(**t**->**right**,** sum**);**

**}**

**};**

## 130. Surrounded Regions

Medium

Given a 2D board containing 'X' and 'O' (**the letter O**), capture all regions surrounded by 'X'.

A region is captured by flipping all 'O's into 'X's in that surrounded region.

**Example:**

X X X X

X O O X

X X O X

X O X X

After running your function, the board should be:

X X X X

X X X X

X X X X

X O X X

**Explanation:**

Surrounded regions shouldn’t be on the border, which means that any 'O' on the border of the board are not flipped to 'X'. Any 'O' that is not on the border and it is not connected to an 'O' on the border will be flipped to 'X'. Two cells are connected if they are adjacent cells connected horizontally or vertically.

class Solution **{**

public**:**

void solve**(**vector**<**vector**<**char**>>&** board**)** **{**

**}**

**};**

class Solution **{**

public**:**

void solve**(**vector**<**vector**<**char**>>&** board**)** **{**

**if** **(**board**.**empty**())** **return;**

n **=** board**.**size**(),** m **=** board**[**0**].**size**();**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

dfs**(**i**,** 0**,** board**);**

dfs**(**i**,** m**-**1**,** board**);**

**}**

**for (**int j **=** 1**;** j **<** m**-**1**;** j**++)** **{**

dfs**(**0**,** j**,** board**);**

dfs**(**n**-**1**,** j**,** board**);**

**}**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**for** **(**int j **=** 0**;** j **<** m**;** j**++)** **{**

board**[**i**][**j**]** **=** board**[**i**][**j**]** **==** '+' **?** 'O'**:** 'X'**;**

**}**

**}**

**}**

private**:**

int n**,** m**;**

void dfs**(**int i**,** int j**,** vector**<**vector**<**char**>>&** board**)** **{**

**if** **(**i **<** 0 **||** j **<** 0 **||** i **>=** n **||** j **>=** m**)** **return;**

**else** **if** **(**board**[**i**][**j**]** **!=** 'O'**)** **return;**

board**[**i**][**j**]** **=** '+'**;**

dfs**(**i**+**1**,** j**,** board**);**

dfs**(**i**-**1**,** j**,** board**);**

dfs**(**i**,** j**+**1**,** board**);**

dfs**(**i**,** j**-**1**,** board**);**

**}**

**};**

## 131. Palindrome Partitioning(●ˇ∀ˇ●)

Medium

Given a string *s*, partition *s* such that every substring of the partition is a palindrome.

Return all possible palindrome partitioning of *s*.

**Example:**

**Input:** "aab"

**Output:**

[

["aa","b"],

["a","a","b"]

]

class Solution **{**

public**:**

vector**<**vector**<**string**>>** partition**(**string s**)** **{**

const int n **=** s**.**size**();**

bool d**[**n**][**n**];**

fill\_n**(&**d**[**0**][**0**],** n**\***n**,** **false);**

**for** **(**int i **=** n**-**1**;** i **>=** 0**;** i**--)** **{**

**for** **(**int j **=** i**;** j **<** n**;** j**++)** **{**

d**[**i**][**j**]** **=** **(**s**[**i**]** **==** s**[**j**]** **&&** **(**j **-** i **<** 2 **||** d**[**i**+**1**][**j**-**1**]));**

**}**

**}**

vector**<**vector**<**string**>>** sub\_palindrome**[**n**];**

**for** **(**int i **=** n**-**1**;** i **>=** 0**;** i**--)** **{**

**for** **(**int j **=** i**;** j **<** n**;** j**++)** **{**

**if** **(**d**[**i**][**j**])** **{**

string p **=** s**.**substr**(**i**,** j**-**i**+**1**);**

**if** **(**j**+**1 **<** n**)** **{**

**for** **(**auto v **:** sub\_palindrome**[**j**+**1**])** **{**

v**.**insert**(**v**.**begin**(),** p**);**

sub\_palindrome**[**i**].**push\_back**(**v**);**

**}**

**}**

**else** sub\_palindrome**[**i**].**push\_back**(**vector**<**string**>{**p**});**

**}**

**}**

**}**

**return** sub\_palindrome**[**0**];**

**}**

**};**

class Solution **{**

public**:**

vector**<**vector**<**string**>>** partition**(**string s**)** **{**

vector**<**vector**<**string**>>** res**;**

vector**<**string**>** v**;**

dfs**(**0**,** s**,** v**,** res**);**

**return** res**;**

**}**

private**:**

void dfs**(**int i**,**string **&**s**,**vector**<**string**>** **&**v**,** vector**<**vector**<**string**>>** **&**res**){**

**if** **(**i **==** s**.**length**())** res**.**push\_back**(**v**);**

**else** **for** **(**int j **=** i**+**1**;** j **<=** s**.**length**();** j**++)** **{**

string x **=** s**.**substr**(**i**,** j**-**i**);**

**if** **(**is\_palindrome**(**x**))** **{**

v**.**push\_back**(**x**);**

dfs**(**j**,** s**,** v**,** res**);**

v**.**pop\_back**();**

**}**

**}**

**}**

bool is\_palindrome**(**string **&**s**){**

int l **=** 0**,** r **=** s**.**length**()-**1**;**

**while** **(**l **<** r**)** **{**

**if** **(**s**[**l**++]** **!=** s**[**r**--])** **return** **false;**

**}**

**return** **true;**

**}**

**};**

## 132. Palindrome Partitioning II(●ˇ∀ˇ●)

Hard

Given a string *s*, partition *s* such that every substring of the partition is a palindrome.

Return the minimum cuts needed for a palindrome partitioning of *s*.

**Example:**

**Input:** "aab"

**Output:** 1

**Explanation:** The palindrome partitioning ["aa","b"] could be produced using 1 cut.

class Solution **{**

public**:**

int minCut**(**string s**)** **{**

**}**

**};**

class Solution **{**

public**:**

int minCut**(**string s**)** **{**

**if** **(**s**.**empty**())** **return** 0**;**

int n **=** s**.**size**();**

vector**<**vector**<**bool**>>** p**(**n**,** vector**<**bool**>(**n**,false));**

vector**<**int**>** f**(**n**);**

**for** **(**int i **=** n**-**1**;** i **>=** 0**;** i**--)** **{**

f**[**i**]** **=** n**-**i**-**1**;**

**for** **(**int j **=** i**;** j **<** n**;** j**++)** **{**

**if** **(**s**[**i**]** **==** s**[**j**]** **&&** **(**j **-** i **<** 2 **||** p**[**i**+**1**][**j**-**1**]))** **{**

p**[**i**][**j**]** **=** **true;**

**if** **(**j **==** n**-**1**)** f**[**i**]=**0**;**

**else** f**[**i**]** **=** min**(**f**[**i**],** f**[**j**+**1**]+**1**);**

**}**

**}**

**}**

**return** f**[**0**];**

**}**

**};**

## 133. Clone Graph(+\_+)?

Medium

Given the head of a graph, return a deep copy (clone) of the graph. Each node in the graph contains a label (int) and a list (List[UndirectedGraphNode]) of its neighbors. There is an edge between the given node and each of the nodes in its neighbors.

**OJ's undirected graph serialization (so you can understand error output):**

Nodes are labeled uniquely.

We use # as a separator for each node, and , as a separator for node label and each neighbor of the node.

As an example, consider the serialized graph {0,1,2#1,2#2,2}.

The graph has a total of three nodes, and therefore contains three parts as separated by #.

1. First node is labeled as 0. Connect node 0 to both nodes 1 and 2.
2. Second node is labeled as 1. Connect node 1 to node 2.
3. Third node is labeled as 2. Connect node 2 to node 2 (itself), thus forming a self-cycle.

Visually, the graph looks like the following:

1

/ \

/ \

0 --- 2

/ \

\\_/

**Note**: The information about the tree serialization is only meant so that you can understand error output if you get a wrong answer. You don't need to understand the serialization to solve the problem.

/\*

class Node {

public:

int val;

vector<Node\*> neighbors;

Node() {}

Node(int \_val, vector<Node\*> \_neighbors) {

val = \_val;

neighbors = \_neighbors;

}

};

\*/

/////////////////////////BFS///////////////////////////////////

class Solution **{**

public**:**

Node**\*** cloneGraph**(**Node**\*** node**)** **{**

**if** **(!**node**)** **return** **nullptr;**

Node **\***copy **=** **new** Node**(**node**->**val**,** **{});**

copies**[**node**]** **=** copy**;**

queue**<**Node**\*>** q**;**

q**.**push**(**node**);**

**while** **(!**q**.**empty**())** **{**

Node **\***cur **=** q**.**front**();**

q**.**pop**();**

**for** **(**Node **\***neighbor **:** cur**->**neighbors**)** **{**

**if** **(**copies**.**find**(**neighbor**)** **==** copies**.**end**())** **{**

copies**[**neighbor**]** **=** **new** Node**(**neighbor**->**val**,** **{});**

q**.**push**(**neighbor**);**

**}**

copies**[**cur**]->**neighbors**.**push\_back**(**copies**[**neighbor**]);**

**}**

**}**

**return** copy**;**

**}**

private**:**

unordered\_map**<**Node**\*,** Node**\*>** copies**;**

**};**

/////////////////////////DFS///////////////////////////////////

class Solution **{**

public**:**

Node**\*** cloneGraph**(**Node**\*** node**)** **{**

**if** **(!**node**)** **return** **nullptr;**

**if** **(**copies**.**find**(**node**)** **==** copies**.**end**())** **{**

copies**[**node**]** **=** **new** Node**(**node**->**val**,** **{});**

**for** **(**Node **\***neighbor **:** node**->**neighbors**)** **{**

copies**[**node**]->**neighbors**.**push\_back**(**cloneGraph**(**neighbor**));**

**}**

**}**

**return** copies**[**node**];**

**}**

private**:**

unordered\_map**<**Node**\*,** Node**\*>** copies**;**

**};**

## 134. Gas Station

Medium

There are *N* gas stations along a circular route, where the amount of gas at station *i* is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from station *i* to its next station (*i*+1). You begin the journey with an empty tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit once in the clockwise direction, otherwise return -1.

**Note:**

* If there exists a solution, it is guaranteed to be unique.
* Both input arrays are non-empty and have the same length.
* Each element in the input arrays is a non-negative integer.

**Example 1:**

**Input:**

gas = [1,2,3,4,5]

cost = [3,4,5,1,2]

**Output:** 3

**Example 2:**

**Input:**

gas = [2,3,4]

cost = [3,4,3]

**Output:** -1

class Solution **{**

public**:**

int canCompleteCircuit**(**vector**<**int**>&** gas**,** vector**<**int**>&** cost**)** **{**

int res **=** 0**,** cur **=** 0**,** Min\_gas **=** INT\_MAX**,** N **=** gas**.**size**();**

**for** **(**int i **=** 0**;** i **<** N**;** i**++)** **{**

cur **+=** gas**[**i**]-**cost**[**i**];**

**if (**cur **<** Min\_gas**)** **{**

Min\_gas **=** cur**;**

res **=** **(**i**+**1**)%**N**;**

**}**

**}**

**if** **(**cur **<** 0**)** **return** **-**1**;**

**else** **return** res**;**

**}**

**};**

## 135. Candy

Hard

There are *N* children standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

* Each child must have at least one candy.
* Children with a higher rating get more candies than their neighbors.

What is the minimum candies you must give?

**Example 1:**

**Input:** [1,0,2]

**Output:** 5

**Explanation:** You can allocate to the first, second and third child with 2, 1, 2 candies respectively.

**Example 2:**

**Input:** [1,2,2]

**Output:** 4

**Explanation:** You can allocate to the first, second and third child with 1, 2, 1 candies respectively.

The third child gets 1 candy because it satisfies the above two conditions.

class Solution **{**

public**:**

int candy**(**vector**<**int**>&** ratings**)** **{**

**}**

**};**

class Solution **{**

public**:**

int candy**(**vector**<**int**>&** ratings**)** **{**

int N **=** ratings**.**size**();**

vector**<** int **>** nums**(**N**,** 1**);**

**for** **(**int i **=** 1**;** i **<** N**;** i**++)** **{**

**if** **(**ratings**[**i**]** **>** ratings**[**i**-**1**])**

nums**[**i**]** **=** nums**[**i**-**1**]+**1**;**

**}**

int res **=** nums**[**N**-**1**];**

**for** **(**int i **=** N**-**2**;** i **>=** 0**;** i**--)** **{**

**if** **(**ratings**[**i**]** **>** ratings**[**i**+**1**])**

nums**[**i**]** **=** max**(**nums**[**i**+**1**]+**1**,** nums**[**i**]);**

res **+=** nums**[**i**];**

**}**

**return** res**;**

**}**

**};**

## 136. Single Number

Easy

Given a **non-empty** array of integers, every element appears *twice* except for one. Find that single one.

**Note:**

Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

**Example 1:**

**Input:** [2,2,1]

**Output:** 1

**Example 2:**

**Input:** [4,1,2,1,2]

**Output:** 4

class Solution **{**

public**:**

int singleNumber**(**vector**<**int**>&** nums**)** **{**

int res **=** 0**;**

**for(**auto **&**i **:** nums**)** **{**

res **^=** i**;**

**}**

**return** res**;**

**}**

**};**

## 137. Single Number II(●ˇ∀ˇ●)

Medium

Given a **non-empty** array of integers, every element appears *three* times except for one, which appears exactly once. Find that single one.

**Note:**

Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

**Example 1:**

**Input:** [2,2,3,2]

**Output:** 3

**Example 2:**

**Input:** [0,1,0,1,0,1,99]

**Output:** 9

class Solution **{**

public**:**

int singleNumber**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int singleNumber**(**vector**<**int**>&** nums**)** **{**

const int w **=** **sizeof(**int**)\***8**;**

int cnt**[**w**]** **=** **{**0**};**

**for** **(**auto i **:** nums**)** **{**

**for** **(**int j **=** 0**;** j **<** w**;** j**++)** **{**

cnt**[**j**]** **+=** **(**i **>>** j**)** **&** 1**;**

cnt**[**j**]** **%=** 3**;**

**}**

**}**

int res **=** 0**;**

**for** **(**int i **=** 0**;** i **<** w**;** i**++)** **{**

res **+=** **(**cnt**[**i**]** **<<** i**);**

**}**

**return** res**;**

**}**

**};**

class Solution **{**

public**:**

int singleNumber**(**vector**<**int**>&** nums**)** **{**

int a **=** 0**,** b **=** 0**;**

**for** **(**auto **&**x **:** nums**)** **{**

a **=** a**^**x **&** **~**b**;**

b **=** b**^**x **&** **~**a**;**

**}**

**return** a**;** //唯一一个出现一次的数字

**return** b**;** //唯一一个出现两次的数字

**}**

**};**

## 138. Copy List with Random Pointer

Medium

A linked list is given such that each node contains an additional random pointer which could point to any node in the list or null.

Return a deep copy of the list.

class Solution **{**

public**:**

RandomListNode **\***copyRandomList**(**RandomListNode **\***head**)** **{**

**}**

**};**

class Solution **{**

public**:**

RandomListNode **\***copyRandomList**(**RandomListNode **\***head**)** **{**

**if(**head **==** **nullptr)** **return** **nullptr;**

RandomListNode **\***p **=** head**,** **\***q**,** **\***head2**;**

**while** **(**p**)** **{**

q **=** **new** RandomListNode**(**p**->**label**);**

q**->**next **=** p**->**next**;**

p**->**next **=** q**;**

p **=** q**->**next**;**

**}**

p **=** head**;**

**while(**p**)** **{**

**if (**p**->**random**)** p**->**next**->**random **=** p**->**random**->**next**;**

p **=** p**->**next**->**next**;**

**}**

p **=** head**,** head2 **=** head**->**next**;**

**while** **(**p**)** **{**

q **=** p**->**next**;**

p**->**next **=** q**->**next**;**

**if (**q**->**next**)** q**->**next **=** q**->**next**->**next**;**

p **=** p**->**next**;**

**}**

**return** head2**;**

**}**

**};**

## 139. Word Break

Medium

Given a **non-empty** string *s* and a dictionary *wordDict* containing a list of **non-empty** words, determine if *s* can be segmented into a space-separated sequence of one or more dictionary words.

**Note:**

* The same word in the dictionary may be reused multiple times in the segmentation.
* You may assume the dictionary does not contain duplicate words.

**Example 1:**

**Input:** s = "leetcode", wordDict = ["leet", "code"]

**Output:** true

**Explanation:** Return true because "leetcode" can be segmented as "leet code".

**Example 2:**

**Input:** s = "applepenapple", wordDict = ["apple", "pen"]

**Output:** true

**Explanation:** Return true because "applepenapple" can be segmented as "apple pen apple".

  Note that you are allowed to reuse a dictionary word.

**Example 3:**

**Input:** s = "catsandog", wordDict = ["cats", "dog", "sand", "and", "cat"]

**Output:** false

class Solution **{**

public**:**

bool wordBreak**(**string s**,** vector**<**string**>&** wordDict**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool wordBreak**(**string s**,** vector**<**string**>&** wordDict**)** **{**

int n **=** s**.**size**(),** max\_len **=** 0**,** min\_len **=** INT\_MAX**;**

unordered\_set**<**string**>** dict**;**

**for(**auto **&**i **:** wordDict**)** **{**

max\_len **=** max**(**max\_len**,** **(**int**)**i**.**length**());**

min\_len **=** min**(**min\_len**,** **(**int**)**i**.**length**());**

dict**.**insert**(**i**);**

**}**

**if** **(**dict**.**empty**())** **return** **false;**

vector**<**bool**>** f**(**n**+**1**,** **false);**

f**[**0**]** **=** **true;**

**for** **(**int i **=** 1**;** i **<=** n**;** **++**i**){**

**for** **(**int j **=** i**-**min\_len**;** j **>=** max**(**0**,** i**-**max\_len**);** **--**j**)** **{**

**if** **(**f**[**j**]** **&&** dict**.**find**(**s**.**substr**(**j**,** i**-**j**))** **!=** dict**.**end**())** **{**

f**[**i**]** **=** **true;**

**break;**

**}**

**}**

**}**

**return** f**[**n**];**

**}**

**};**

## 140. Word Break II(●ˇ∀ˇ●)

Hard

Given a **non-empty** string *s* and a dictionary *wordDict* containing a list of **non-empty** words, add spaces in *s* to construct a sentence where each word is a valid dictionary word. Return all such possible sentences.

**Note:**

* The same word in the dictionary may be reused multiple times in the segmentation.
* You may assume the dictionary does not contain duplicate words.

**Example 1:**

**Input:**

s = "catsanddog"

wordDict = ["cat", "cats", "and", "sand", "dog"]

**Output:**

[

  "cats and dog",

  "cat sand dog"

]

**Example 2:**

**Input:**

s = "pineapplepenapple"

wordDict = ["apple", "pen", "applepen", "pine", "pineapple"]

**Output:**

[

  "pine apple pen apple",

  "pineapple pen apple",

  "pine applepen apple"

]

**Explanation:** Note that you are allowed to reuse a dictionary word.

**Example 3:**

**Input:**

s = "catsandog"

wordDict = ["cats", "dog", "sand", "and", "cat"]

**Output:**

[]

class Solution **{**

public**:**

vector**<**string**>** wordBreak**(**string s**,** vector**<**string**>&** wordDict**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**string**>** wordBreak**(**string s**,** vector**<**string**>&** wordDict**)** **{**

n **=** s**.**size**(),** max\_len **=** 0**,** min\_len **=** INT\_MAX**;**

unordered\_set**<**string**>** dict**;**

**for(**auto **&**i **:** wordDict**)** **{**

max\_len **=** max**(**max\_len**,** i**.**length**());**

min\_len **=** min**(**min\_len**,** i**.**length**());**

dict**.**insert**(**i**);**

**}**

vector**<**vector**<**bool**>>** prev**(**n**+**1**,** vector**<**bool**>(**n**+**1**,** **false));**

vector**<**bool**>** f**(**n**+**1**,** **false);**

f**[**0**]** **=** **true;**

**for** **(**int i **=** 1**;** i **<=** n**;** **++**i**){**

**for** **(**int j **=** i**-**min\_len**;** j **>=** max**(**0**,** i**-(**int**)**max\_len**);** **--**j**)** **{**

string word **=** s**.**substr**(**j**,** i**-**j**);**

**if** **(**f**[**j**]** **&&** dict**.**find**(**word**)** **!=** dict**.**end**())** **{**

prev**[**j**][**i**]** **=** f**[**i**]** **=** **true;**

**}**

**}**

**}**

dfs**(**n**,** s**,** prev**);**

**return** res**;**

**}**

private**:**

size\_t n **,**max\_len**,** min\_len**;**

vector**<**string**>** res**,** path**;**

void dfs**(**int i**,** string **&**s**,** vector**<**vector**<**bool**>>** **&**prev**)** **{**

**if** **(**i **==** 0**)** **{**

string t**;**

**for** **(**auto iter **=** path**.**rbegin**();** iter **!=** path**.**rend**();** iter**++)**

t **+=** **\***iter**+**' '**;**

t**.**erase**(**t**.**end**()-**1**);**

res**.**push\_back**(**t**);**

**}** **else** **for** **(**int j **=** i**-**min\_len**;** j **>=** max**(**0**,** i**-(**int**)**max\_len**);** **--**j**)** **{**

**if** **(**prev**[**j**][**i**])** **{**

path**.**push\_back**(**s**.**substr**(**j**,** i**-**j**));**

dfs**(**j**,** s**,** prev**);**

path**.**pop\_back**();**

**}**

**}**

**}**

**};**

## 141. Linked List Cycle

Easy

Given a linked list, determine if it has a cycle in it.

To represent a cycle in the given linked list, we use an integer pos which represents the position (0-indexed) in the linked list where tail connects to. If pos is -1, then there is no cycle in the linked list.

**Example 1:**

**Input:** head = [3,2,0,-4], pos = 1

**Output:** true

**Explanation:** There is a cycle in the linked list, where tail connects to the second node.
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**Example 2:**

**Input:** head = [1,2], pos = 0

**Output:** true

**Explanation:** There is a cycle in the linked list, where tail connects to the first node.
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**Example 3:**

**Input:** head = [1], pos = -1

**Output:** false

**Explanation:** There is no cycle in the linked list.
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**Follow up:**

Can you solve it using *O(1)* (i.e. constant) memory?

class Solution **{**

public**:**

bool hasCycle**(**ListNode **\***head**)** **{**

**}**

**};**

class Solution **{**

public**:**

bool hasCycle**(**ListNode **\***head**)** **{**

ListNode **\***slow **=** head**,** **\***fast **=** head**;**

**while** **(**fast **&&** fast**->**next**)** **{**

slow **=** slow**->**next**;**

fast **=** fast**->**next**->**next**;**

**if** **(**slow **==** fast**)** **return** **true;**

**}**

**return** **false;**

**}**

**};**

## 142. Linked List Cycle II

Medium

Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

To represent a cycle in the given linked list, we use an integer pos which represents the position (0-indexed) in the linked list where tail connects to. If pos is -1, then there is no cycle in the linked list.

**Note:** Do not modify the linked list.

**Example 1:**

**Input:** head = [3,2,0,-4], pos = 1

**Output:** tail connects to node index 1

**Explanation:** There is a cycle in the linked list, where tail connects to the second node.
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**Example 2:**

**Input:** head = [1,2], pos = 0

**Output:** tail connects to node index 0

**Explanation:** There is a cycle in the linked list, where tail connects to the first node.
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**Example 3:**

**Input:** head = [1], pos = -1

**Output:** no cycle

**Explanation:** There is no cycle in the linked list.

![https://assets.leetcode.com/uploads/2018/12/07/circularlinkedlist_test3.png](data:image/png;base64,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)

**Follow up**:  
Can you solve it without using extra space?

class Solution **{**

public**:**

ListNode **\***detectCycle**(**ListNode **\***head**)** **{**

**}**

**};**

class Solution **{**

public**:**

ListNode **\***detectCycle**(**ListNode **\***head**)** **{**

ListNode **\***slow **=** head**,** **\***fast **=** head**;**

**while** **(**fast **&&** fast**->**next**)** **{**

slow **=** slow**->**next**;**

fast **=** fast**->**next**->**next**;**

**if** **(**slow **==** fast**)** **{**

ListNode **\***slow2 **=** head**;**

**while (**slow2 **!=** slow**)** **{**

slow2 **=** slow2**->**next**;**

slow **=** slow**->**next**;**

**}**

**return** slow**;**

**}**

**}**

**return** **nullptr;**

**}**

**};**

## 143. Reorder List

Medium

Given a singly linked list *L*: *L*0→*L*1→…→*Ln*-1→*L*n,  
reorder it to: *L*0→*Ln*→*L*1→*Ln*-1→*L*2→*Ln*-2→…

You may **not** modify the values in the list's nodes, only nodes itself may be changed.

**Example 1:**

Given 1->2->3->4, reorder it to 1->4->2->3.

**Example 2:**

Given 1->2->3->4->5, reorder it to 1->5->2->4->3.

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

void reorderList**(**ListNode **\***head**)** **{**

}

**};**

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

void reorderList**(**ListNode **\***head**)** **{**

**if** **(**head **==** **nullptr** **||** head**->**next **==** **nullptr)** **return;**

ListNode **\***p **=** head**,** **\***q **=** p**,** **\***head2**,** **\***s**;**

**while** **(**q **&&** q**->**next**)** **{**

q **=** q**->**next**->**next**;**

p **=** p**->**next**;**

**}**

head2 **=** p**;** p **=** p**->**next**;** head2**->**next **=** **nullptr;**

**while** **(**p**)** **{**

s **=** p**->**next**;**

p**->**next **=** head2**->**next**;**

head2**->**next**=** p**;**

p **=** s**;**

**}**

p **=** head**;** q **=** head2**->**next**;** head2**->**next **=** **nullptr;**

**while** **(**p **&&** q**)** **{**

s **=** q**->**next**;**

q**->**next **=** p**->**next**;**

p**->**next **=** q**;**

p **=** p**->**next**->**next**;**

q **=** s**;**

**}**

**}**

**};**

## 144. Binary Tree Preorder Traversal(●ˇ∀ˇ●)

Medium

Given a binary tree, return the *preorder* traversal of its nodes' values.

**Example:**

**Input:** [1,null,2,3]

1

\

2

/

3

**Output:** [1,2,3]

**Follow up:** Recursive solution is trivial, could you do it iteratively?

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution **{**

public**:**

vector**<**int**>** preorderTraversal**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** preorderTraversal**(**TreeNode**\*** root**)** **{**

vector**<**int**>** res**;**

stack**<**TreeNode**\*>** My\_Stack**;**

My\_Stack**.**push**(**root**);**

**while** **(!**My\_Stack**.**empty**())** **{**

TreeNode **\***t **=** My\_Stack**.**top**();**

My\_Stack**.**pop**();**

**if (**t **==** **nullptr)** **continue;**

res**.**push\_back**(**t**->**val**);**

My\_Stack**.**push**(**t**->**right**);**

My\_Stack**.**push**(**t**->**left**);**

**}**

**return** res**;**

**}**

**};**

## 145. Binary Tree Postorder Traversal(●ˇ∀ˇ●)

Hard

Given a binary tree, return the *postorder* traversal of its nodes' values.

**Example:**

**Input:** [1,null,2,3]

1

\

2

/

3

**Output:** [3,2,1]

**Follow up:** Recursive solution is trivial, could you do it iteratively?

class Solution **{**

public**:**

vector**<**int**>** postorderTraversal**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** postorderTraversal**(**TreeNode**\*** root**)** **{**

vector**<**int**>** res**;**

stack**<**TreeNode**\*>** My\_Stack**;**

My\_Stack**.**push**(**root**);**

**while** **(!**My\_Stack**.**empty**())** **{**

TreeNode **\***t **=** My\_Stack**.**top**();**

My\_Stack**.**pop**();**

**if (**t **==** **nullptr)** **continue;**

res**.**push\_back**(**t**->**val**);**

My\_Stack**.**push**(**t**->**left**);**

My\_Stack**.**push**(**t**->**right**);**

**}**

reverse**(**res**.**begin**(),** res**.**end**());**

**return** res**;**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** postorderTraversal**(**TreeNode**\*** root**)** **{**

vector**<**int**>** res**;**

stack**<**TreeNode**\*>** stk**;**

TreeNode **\***p **=** root**, \***last **=** **nullptr;**

**while** **(**p **||** **!**stk**.**empty**())** **{**

**while** **(**p**)** **{**

stk**.**push**(**p**);**

p **=** p**->**left**;**

**}**

TreeNode **\***top **=** stk**.**top**();**

**if** **(**top**->**right **&&** top**->**right **!=** last**)** **{**

p **=** top**->**right**;**

**} else** **{**

res**.**push\_back**(**top**->**val**);**

last **=** top**;**

stk**.**pop**();**

**}**

**}**

**return** res**;**

**}**

**};**

## 146. LRU Cache(●ˇ∀ˇ●)

Hard

Design and implement a data structure for [Least Recently Used (LRU) cache](https://en.wikipedia.org/wiki/Cache_replacement_policies#LRU). It should support the following operations: get and put.

get(key) - Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.  
put(key, value) - Set or insert the value if the key is not already present. When the cache reached its capacity, it should invalidate the least recently used item before inserting a new item.

**Follow up:**  
Could you do both operations in **O(1)** time complexity?

**Example:**

LRUCache cache = new LRUCache( 2 /\* capacity \*/ );

cache.put(1, 1);

cache.put(2, 2);

cache.get(1); // returns 1

cache.put(3, 3); // evicts key 2

cache.get(2); // returns -1 (not found)

cache.put(4, 4); // evicts key 1

cache.get(1); // returns -1 (not found)

cache.get(3); // returns 3

cache.get(4); // returns 4

class LRUCache **{**

public**:**

LRUCache**(**int capacity**)** **{}**

int get**(**int key**)** **{}**

void put**(**int key**,** int value**)** **{}**

**};**

class LRUCache **{**

public**:**

LRUCache**(**int capacity**)** **{**

**this->**capacity **=** capacity**;**

**}**

int get**(**int key**)** **{**

**if** **(**My\_map**.**find**(**key**)** **==** My\_map**.**end**())** **return** **-**1**;**

CacheList**.**splice**(**CacheList**.**begin**(),** CacheList**,** My\_map**[**key**]);**

My\_map**[**key**]** **=** CacheList**.**begin**();**

**return** CacheList**.**begin**()->**value**;**

**}**

void put**(**int key**,** int value**)** **{**

**if (**My\_map**.**find**(**key**)** **==** My\_map**.**end**()){**

**if** **(**My\_map**.**size**()** **==** capacity**)** **{**

My\_map**.**erase**(**CacheList**.**back**().**key**);**

CacheList**.**pop\_back**();**

**}**

CacheList**.**push\_front**(**CacheNode**{**key**,** value**});**

My\_map**[**key**]** **=** CacheList**.**begin**();**

**}** **else** **{**

My\_map**[**key**]->**value **=** value**;**

CacheList**.**splice**(**CacheList**.**begin**(),** CacheList**,** My\_map**[**key**]);**

My\_map**[**key**]** **=** CacheList**.**begin**();**

**}**

**}**

private**:**

struct CacheNode**{**

int key**,** value**;**

CacheNode**(**int k**,** int v**):**key**(**k**),** value**(**v**){}**

**};**

int capacity**;**

unordered\_map**<**int**,** list**<**CacheNode**>::**iterator**>** My\_map**;**

list**<**CacheNode**>** CacheList**;**

**};**

## 147. Insertion Sort List

Medium

Sort a linked list using insertion sort.
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A graphical example of insertion sort. The partial sorted list (black) initially contains only the first element in the list.  
With each iteration one element (red) is removed from the input data and inserted in-place into the sorted list

**Algorithm of Insertion Sort:**

1. Insertion sort iterates, consuming one input element each repetition, and growing a sorted output list.
2. At each iteration, insertion sort removes one element from the input data, finds the location it belongs within the sorted list, and inserts it there.
3. It repeats until no input elements remain.

**Example 1:**

**Input:** 4->2->1->3

**Output:** 1->2->3->4

**Example 2:**

**Input:** -1->5->3->4->0

**Output:** -1->0->3->4->5

class Solution **{**

public**:**

ListNode**\*** insertionSortList**(**ListNode**\*** head**)** **{**

**}**

**};**

class Solution **{**

public**:**

ListNode**\*** insertionSortList**(**ListNode**\*** head**)** **{**

ListNode **\***dummy **=** **new** ListNode**(-**1**);**

ListNode **\***cur **=** head**,** **\***next**;**

**while** **(**cur**)** **{**

next **=** cur**->**next**;**

ListNode **\***p **=** dummy**;**

**while** **(**p**->**next **!=** **nullptr** **&&** p**->**next**->**val **<** cur**->**val**)** p **=** p**->**next**;**

cur**->**next **=** p**->**next**;**

p**->**next **=** cur**;**

cur **=** next**;**

**}**

**return** dummy**->**next**;**

**}**

**};**

## 148. Sort List(●ˇ∀ˇ●)

Medium

Sort a linked list in *O*(*n* log *n*) time using constant space complexity.

**Example 1:**

**Input:** 4->2->1->3

**Output:** 1->2->3->4

**Example 2:**

**Input:** -1->5->3->4->0

**Output:** -1->0->3->4->5

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

ListNode**\*** sortList**(**ListNode **\***head**)** **{**

**}**

**};**

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

ListNode**\*** sortList**(**ListNode **\***head**)** **{**

**if** **(**head **==** **nullptr** **||** head**->**next **==** **nullptr)** **return** head**;**

ListNode **\***mid **=** find\_mid**(**head**),** **\***head2 **=** mid**->**next**;**

mid**->**next **=** **nullptr;**

**return** merge\_two\_lists**(**sortList**(**head**),** sortList**(**head2**));**

**}**

private**:**

ListNode **\***merge\_two\_lists**(**ListNode **\***l1**,** ListNode **\***l2**)** **{**

ListNode **\***dummy **=** **new** ListNode**(-**1**),** **\***p **=** dummy**;**

**while** **(**l1 **&&** l2**)** **{**

**if** **(**l1**->**val **>** l2**->**val**)** swap**(**l1**,** l2**);**

p**->**next **=** l1**;**

p **=** l1**;**

l1 **=** l1**->**next**;**

**}**

p**->**next **=** l1 **==** **nullptr** **?** l2**:** l1**;**

**return** dummy**->**next**;**

**}**

ListNode **\***find\_mid**(**ListNode **\***head**)** **{**

ListNode **\***fast **=** head**,** **\***slow **=** head**;**

**while** **(**fast **&&** fast**->**next **&&** fast**->**next**->**next**)** **{**

fast **=** fast**->**next**->**next**;**

slow **=** slow**->**next**;**

**}**

**return** slow**;**

**}**

**};**

## 149. Max Points on a Line(●ˇ∀ˇ●)

Hard

Given *n* points on a 2D plane, find the maximum number of points that lie on the same straight line.

**Example 1:**

**Input:** [[1,1],[2,2],[3,3]]

**Output:** 3

**Explanation:**

^

|

|        o

|     o

|  o

+------------->

0  1  2  3 4

**Example 2:**

**Input:** [[1,1],[3,2],[5,3],[4,1],[2,3],[1,4]]

**Output:** 4

**Explanation:**

^

|

| o

|     o   o

|      o

|  o   o

+------------------->

0  1  2  3  4  5  6

class Solution **{**

public**:**

int maxPoints**(**vector**<**vector**<**int**>>&** points**)** **{**

int res **=** 0**;**

**for** **(**int i **=** 0**;** i **<** points**.**size**();** **++**i**)** **{**

map**<**pair**<**int**,** int**>,** int**>** m**;**

int duplicate **=** 1**;**

**for** **(**int j **=** i**+**1**;** j **<** points**.**size**();** **++**j**)** **{**

**if** **(**points**[**i**]** **==** points**[**j**])** **{**

**++**duplicate**;** **continue;**

**}**

int dx **=** points**[**j**][**0**]** **-** points**[**i**][**0**];**

int dy **=** points**[**j**][**1**]** **-** points**[**i**][**1**];**

int d **=** gcd**(**dx**,** dy**);**

**++**m**[{**dx **/** d**,** dy **/** d**}];**

**}**

res **=** max**(**res**,** duplicate**);**

**for** **(**auto it **=** m**.**begin**();** it **!=** m**.**end**();** **++**it**)** **{**

res **=** max**(**res**,** it**->**second **+** duplicate**);**

**}**

**}**

**return** res**;**

**}**

private**:**

int gcd**(**int a**,** int b**)** **{**

**return** b **==** 0 **?** a **:** gcd**(**b**,** a **%** b**);**

**}**

**};**

## 150. Evaluate Reverse Polish Notation

Medium

Evaluate the value of an arithmetic expression in [Reverse Polish Notation](http://en.wikipedia.org/wiki/Reverse_Polish_notation).

Valid operators are +, -, \*, /. Each operand may be an integer or another expression.

**Note:**

* Division between two integers should truncate toward zero.
* The given RPN expression is always valid. That means the expression would always evaluate to a result and there won't be any divide by zero operation.

**Example 1:**

**Input:** ["2", "1", "+", "3", "\*"]

**Output:** 9

**Explanation:** ((2 + 1) \* 3) = 9

**Example 2:**

**Input:** ["4", "13", "5", "/", "+"]

**Output:** 6

**Explanation:** (4 + (13 / 5)) = 6

**Example 3:**

**Input:** ["10", "6", "9", "3", "+", "-11", "\*", "/", "\*", "17", "+", "5", "+"]

**Output:** 22

**Explanation:**

((10 \* (6 / ((9 + 3) \* -11))) + 17) + 5

= ((10 \* (6 / (12 \* -11))) + 17) + 5

= ((10 \* (6 / -132)) + 17) + 5

= ((10 \* 0) + 17) + 5

= (0 + 17) + 5

= 17 + 5

= 22

class Solution **{**

public**:**

int evalRPN**(**vector**<**string**>&** tokens**)** **{**

stack**<**int**>** My\_Stack**;**

**for(**auto **&**s **:** tokens**)** **{**

**if (!**is\_operator**(**s**))** My\_Stack**.**push**(**stoi**(**s**));**

**else{**

int b **=** My\_Stack**.**top**();** My\_Stack**.**pop**();**

int a **=** My\_Stack**.**top**();** My\_Stack**.**pop**();**

**switch(**s**[**0**])** **{**

**case** '+' **:** a **+=** b**;** **break;**

**case** '-' **:** a **-=** b**;** **break;**

**case** '\*' **:** a **\*=** b**;** **break;**

**case** '/' **:** a **/=** b**;** **break;**

**}**

My\_Stack**.**push**(**a**);**

**}**

**}**

**return** My\_Stack**.**top**();**

**}**

private**:**

bool is\_operator**(**string s**){**

**return** s**.**length**()** **==** 1 **&&** string**(**"+-\*/"**).**find**(**s**)** **!=** string**::**npos**;**

**}**

**};**

### 151. Reverse Words in a String

Medium

Given an input string, reverse the string word by word.

**Example:**

**Input:** "the sky is blue",

**Output:**"blue is sky the".

**Note:**

* A word is defined as a sequence of non-space characters.
* Input string may contain leading or trailing spaces. However, your reversed string should not contain leading or trailing spaces.
* You need to reduce multiple spaces between two words to a single space in the reversed string.

**Follow up:**For C programmers, try to solve it *in-place* in *O*(1) space.

class Solution **{**

public**:**

void reverseWords**(**string **&**s**)** **{**

**}**

**};**

class Solution **{**

public**:**

void reverseWords**(**string **&**s**)** **{**

**while** **(!**s**.**empty**()** **&&** s**[**0**]** **==** ' '**)** s**.**erase**(**0**,** 1**);**

**while** **(!**s**.**empty**()** **&&** s**.**back**()** **==** ' '**)** s**.**erase**(**s**.**size**()-**1**);**

**if** **(**s**.**empty**())** **return;**

auto p **=** s**.**begin**(),** q **=** p**;**

**while** **(**1**)** **{**

**while** **(**q **!=** s**.**end**()** **&&** **\***q **!=** ' '**)** q**++;**

reverse**(**p**,** q**);**

**if** **(**q **==** s**.**end**())** **break;**

p **=** **++**q**;**

**while** **(**p **!=** s**.**end**()** **&&** **\***p **==** ' '**)** p **=** s**.**erase**(**p**);**

**}**

reverse**(**s**.**begin**(),** s**.**end**());**

**}**

**};**

### 152. Maximum Product Subarray

Medium

Given an integer array nums, find the contiguous subarray within an array (containing at least one number) which has the largest product.

**Example 1:**

**Input:** [2,3,-2,4]

**Output:** 6

**Explanation:** [2,3] has the largest product 6.

**Example 2:**

**Input:** [-2,0,-1]

**Output:** 0

**Explanation:** The result cannot be 2, because [-2,-1] is not a subarray.

class Solution **{**

public**:**

int maxProduct**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int maxProduct**(**vector**<**int**>&** nums**)** **{**

int res **=** nums**[**0**];**

int MAX **=** nums**[**0**],** MIN **=** nums**[**0**];**

**for** **(**auto i **=** nums**.**begin**()+**1**;** i **!=** nums**.**end**();** i**++)** **{**

int a **=** **(\***i**)\***MAX**,** b **=** **(\***i**)\***MIN**;**

**if** **(**a **<** b**)** swap**(**a**,** b**);**

MAX **=** max**(**a**,** **\***i**);**

MIN **=** min**(**b**,** **\***i**);**

res **=** max**(**res**,** MAX**);**

**}**

**return** res**;**

**}**

**};**

### 153. Find Minimum in Rotated Sorted Array

Medium

Suppose an array sorted in ascending order is rotated at some pivot unknown to you beforehand.

(i.e.,  [0,1,2,4,5,6,7] might become  [4,5,6,7,0,1,2]).

Find the minimum element.

You may assume no duplicate exists in the array.

**Example 1:**

**Input:** [3,4,5,1,2]

**Output:** 1

**Example 2:**

**Input:** [4,5,6,7,0,1,2]

**Output:** 0

class Solution **{**

public**:**

int findMin**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int findMin**(**vector**<**int**>&** nums**)** **{**

int l **=** 0**,** r **=** nums**.**size**()-**1**;**

**if** **(**nums**[**l**]** **<** nums**[**r**])** **return** nums**[**l**];**

**while** **(**l **<** r**)** **{**

int mid **=** l**+(**r**-**l**)/**2**;**

**if** **(**nums**[**mid**]** **>** nums**[**r**])** l **=** mid**+**1**;**

**else** r **=** mid**;**

**}**

**return** nums**[**l**];**

**}**

**};**

### 154. Find Minimum in Rotated Sorted Array II(●ˇ∀ˇ●)

Hard

Suppose an array sorted in ascending order is rotated at some pivot unknown to you beforehand.

(i.e.,  [0,1,2,4,5,6,7] might become  [4,5,6,7,0,1,2]).

Find the minimum element.

The array may contain duplicates.

**Example 1:**

**Input:** [1,3,5]

**Output:** 1

**Example 2:**

**Input:** [2,2,2,0,1]

**Output:** 0

**Note:**

* This is a follow up problem to [Find Minimum in Rotated Sorted Array](https://leetcode.com/problems/find-minimum-in-rotated-sorted-array/description/).
* Would allow duplicates affect the run-time complexity? How and why?

class Solution **{**

public**:**

int findMin**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int findMin**(**vector**<**int**>&** nums**)** **{**

int l **=** 0**,** r **=** nums**.**size**()-**1**;**

**if** **(**nums**[**l**]** **<** nums**[**r**])** **return** nums**[**l**];**

**while** **(**l **<** r**)** **{**

int mid **=** l**+(**r**-**l**)/**2**;**

**if** **(**nums**[**mid**]** **>** nums**[**r**])** l **=** mid**+**1**;**

**else** **if** **(**nums**[**mid**]** **<** nums**[**r**])** r **=** mid**;**

**else** r**--;**

**}**

**return** nums**[**l**];**

**}**

**};**

### 155. Min Stack

Easy

Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* getMin() -- Retrieve the minimum element in the stack.

**Example:**

MinStack minStack = new MinStack();

minStack.push(-2);

minStack.push(0);

minStack.push(-3);

minStack.getMin(); --> Returns -3.

minStack.pop();

minStack.top(); --> Returns 0.

minStack.getMin(); --> Returns -2.

class MinStack **{**

public**:**

MinStack**()** **{}**

void push**(**int x**)** **{**

**if** **(**Min\_S**.**empty**())** Min\_S**.**push**(**x**);**

**else** Min\_S**.**push**(**min**(**Min\_S**.**top**(),** x**));**

S**.**push**(**x**);**

**}**

void pop**()** **{**

S**.**pop**();**

Min\_S**.**pop**();**

**}**

int top**()** **{**

**return** S**.**top**();}**

int getMin**()** **{**

**return** Min\_S**.**top**();**

**}**

private**:**

stack**<**int**>** S**,** Min\_S**;**

**};**

### 156.Binary Tree Upside Down

Given a binary tree where all the right nodes are either leaf nodes with a sibling (a left node that shares the same parent node) or empty, flip it upside down and turn it into a tree where the original right nodes turned into left leaf nodes. Return the new root.

**Example:**

**Input:** [1,2,3,4,5]

1

/ \

2 3

/ \

4 5

**Output:** return the root of the binary tree [4,5,2,#,#,3,1]

4

/ \

5 2

/ \

3 1

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution **{**

public**:**

TreeNode**\*** upsideDownBinaryTree**(**TreeNode**\*** root**)** **{**

**if** **(!**root **||** **!**root**->**left**)** **return** root**;**

TreeNode **\***l **=** root**->**left**,** **\***r **=** root**->**right**;**

TreeNode **\***res **=** upsideDownBinaryTree**(**l**);**

l**->**left **=** r**;**

l**->**right **=** root**;**

root**->**left **=** root**->**right **=** **nullptr;**

**return** res**;**

**}**

**};**

### 157.Read N Characters Given Read4

Given a file and assume that you can only read the file using a given method read4, implement a method to read n characters.

**Method read4:**

The API read4 reads 4 consecutive characters from the file, then writes those characters into the buffer array buf.

The return value is the number of actual characters read.

Note that read4() has its own file pointer, much like FILE \*fp in C.

**Definition of read4:**

Parameter: char[] buf

Returns: int

Note: buf[] is destination not source, the results from read4 will be copied to buf[]

Below is a high level example of how read4 works:

File file("abcdefghijk"); // File is "abcdefghijk", initially file pointer (fp) points to 'a'

char[] buf = new char[4]; // Create buffer with enough space to store characters

read4(buf); // read4 returns 4. Now buf = "abcd", fp points to 'e'

read4(buf); // read4 returns 4. Now buf = "efgh", fp points to 'i'

read4(buf); // read4 returns 3. Now buf = "ijk", fp points to end of file

**Method read:**

By using the read4 method, implement the method read that reads *n* characters from the file and store it in the buffer array buf. Consider that you **cannot** manipulate the file directly.

The return value is the number of actual characters read.

**Definition of read:**

Parameters: char[] buf, int n

Returns: int

Note: buf[] is destination not source, you will need to write the results to buf[]

**Example 1:**

**Input:** file = "abc", n = 4

**Output:** 3

**Explanation:** After calling your read method, buf should contain "abc". We read a total of 3 characters from the file, so return 3. Note that "abc" is the file's content, not buf. buf is the destination buffer that you will have to write the results to.

**Example 2:**

**Input:** file = "abcde", n = 5

**Output:** 5

**Explanation:** After calling your read method, buf should contain "abcde". We read a total of 5 characters from the file, so return 5.

**Example 3:**

**Input:** file = "abcdABCD1234", n = 12

**Output:** 12

**Explanation:** After calling your read method, buf should contain "abcdABCD1234". We read a total of 12 characters from the file, so return 12.

**Example 4:**

**Input:** file = "leetcode", n = 5

**Output:** 5

**Explanation:** After calling your read method, buf should contain "leetc". We read a total of 5 characters from the file, so return 5.

**Note:**

1. Consider that you **cannot** manipulate the file directly, the file is only accesible for read4 but **not** for read.
2. The read function will only be called once for each test case.
3. You may assume the destination buffer array, buf, is guaranteed to have enough space for storing n characters.

// Forward declaration of the read4 API.

int read4**(**char **\***buf**);**

class Solution **{**

public**:**

int read**(**char **\***buf**,** int n**)** **{**

int cnt **=** 0**;**

**for** **(**int i **=** 0**;** i **<=** n**/**4**;** **++**i**)** **{**

int cur **=** read4**(**cnt **+** res**);**

**if** **(**cur **==** 0**)** **break;**

cnt **+=** cur**;**

**}**

**return** min**(**cnt**,** n**);**

**}**

**};**

### 158.Read N Characters Given Read4 II - Call multiple times(●ˇ∀ˇ●)

Given a file and assume that you can only read the file using a given method read4, implement a method read to read n characters. **Your method read may be called multiple times.**

**Method read4:**

The API read4 reads 4 consecutive characters from the file, then writes those characters into the buffer array buf.

The return value is the number of actual characters read.

Note that read4() has its own file pointer, much like FILE \*fp in C.

**Definition of read4:**

Parameter: char[] buf

Returns: int

Note: buf[] is destination not source, the results from read4 will be copied to buf[]

Below is a high level example of how read4 works:

File file("abcdefghijk"); // File is "abcdefghijk", initially file pointer (fp) points to 'a'

char[] buf = new char[4]; // Create buffer with enough space to store characters

read4(buf); // read4 returns 4. Now buf = "abcd", fp points to 'e'

read4(buf); // read4 returns 4. Now buf = "efgh", fp points to 'i'

read4(buf); // read4 returns 3. Now buf = "ijk", fp points to end of file

**Method read:**

By using the read4 method, implement the method read that reads *n* characters from the file and store it in the buffer array buf. Consider that you **cannot** manipulate the file directly.

The return value is the number of actual characters read.

**Definition of read:**

Parameters: char[] buf, int n

Returns: int

Note: buf[] is destination not source, you will need to write the results to buf[]

**Example 1:**

File file("abc");

Solution sol;

// Assume buf is allocated and guaranteed to have enough space for storing all characters from the file.

sol.read(buf, 1); // After calling your read method, buf should contain "a". We read a total of 1 character from the file, so return 1.

sol.read(buf, 2); // Now buf should contain "bc". We read a total of 2 characters from the file, so return 2.

sol.read(buf, 1); // We have reached the end of file, no more characters can be read. So return 0.

**Example 2:**

File file("abc");

Solution sol;

sol.read(buf, 4); // After calling your read method, buf should contain "abc". We read a total of 3 characters from the file, so return 3.

sol.read(buf, 1); // We have reached the end of file, no more characters can be read. So return 0.

**Note:**

1. Consider that you **cannot** manipulate the file directly, the file is only accesible for read4 but **not** for read.
2. The read function may be called **multiple times**.
3. Please remember to **RESET** your class variables declared in Solution, as static/class variables are **persisted across multiple test cases**. Please see [here](https://leetcode.com/faq/) for more details.
4. You may assume the destination buffer array, buf, is guaranteed to have enough space for storing n characters.
5. It is guaranteed that in a given test case the same buffer buf is called by read.

// Forward declaration of the read4 API.

int read4**(**char **\***buf**);**

class Solution **{**

public**:**

int read**(**char **\***buf**,** int n**)** **{**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**if** **(**readPos **==** writePos**)** **{**

writePos **=** read4**(**buff**);**

readPos **=** 0**;**

**if** **(**writePos **==** 0**)** **return** i**;**

**}**

buf**[**i**]** **=** buff**[**readPos**++];**

**}**

**return** n**;**

**}**

private**:**

int readPos **=** 0**,** writePos **=** 0**;**

char buff**[**4**];**

**};**

### 159.Longest Substring with At Most Two Distinct Characters

Given a string s , find the length of the longest substring t  that contains **at most** 2 distinct characters.

**Example 1:**

**Input:** "eceba"

**Output:** 3

**Explanation:** t is "ece" which its length is 3.

**Example 2:**

**Input:** "ccaabbb"

**Output:** 5

**Explanation:** t is "aabbb" which its length is 5.

class Solution **{**

public**:**

int lengthOfLongestSubstringTwoDistinct**(**string s**)** **{**

int res **=** 0**,** left **=** 0**,** n **=** s**.**size**();**

unordered\_map**<**char**,** int**>** m**;**

**for** **(**int i **=** 0**;** i **<** n**;** **++**i**)** **{**

**++**m**[**s**[**i**]];**

**while** **(**m**.**size**()** **>** 2**)** **{**

**if** **(--**m**[**s**[**left**]]** **==** 0**)** m**.**erase**(**s**[**left**]);**

**++**left**;**

**}**

res **=** max**(**res**,** i **-** left **+** 1**);**

**}**

**return** res**;**

**}**

**};**

### 160. Intersection of Two Linked Lists

Easy

Write a program to find the node at which the intersection of two singly linked lists begins.

For example, the following two linked lists:
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begin to intersect at node c1.

**Example 1:**
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**Input:** intersectVal = 8, listA = [4,1,8,4,5], listB = [5,0,1,8,4,5], skipA = 2, skipB = 3

**Output:** Reference of the node with value = 8

**Input Explanation:** The intersected node's value is 8 (note that this must not be 0 if the two lists intersect). From the head of A, it reads as [4,1,8,4,5]. From the head of B, it reads as [5,0,1,8,4,5]. There are 2 nodes before the intersected node in A; There are 3 nodes before the intersected node in B.

**Example 2:**
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**Input:** intersectVal = 2, listA = [0,9,1,2,4], listB = [3,2,4], skipA = 3, skipB = 1

**Output:** Reference of the node with value = 2

**Input Explanation:** The intersected node's value is 2 (note that this must not be 0 if the two lists intersect). From the head of A, it reads as [0,9,1,2,4]. From the head of B, it reads as [3,2,4]. There are 3 nodes before the intersected node in A; There are 1 node before the intersected node in B.

**Example 3:**

[![https://assets.leetcode.com/uploads/2018/12/13/160_example_3.png](data:image/png;base64,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)](https://assets.leetcode.com/uploads/2018/12/13/160_example_3.png)

**Input:** intersectVal = 0, listA = [2,6,4], listB = [1,5], skipA = 3, skipB = 2

**Output:** null

**Input Explanation:** From the head of A, it reads as [2,6,4]. From the head of B, it reads as [1,5]. Since the two lists do not intersect, intersectVal must be 0, while skipA and skipB can be arbitrary values.

**Explanation:** The two lists do not intersect, so return null.

**Notes:**

* If the two linked lists have no intersection at all, return null.
* The linked lists must retain their original structure after the function returns.
* You may assume there are no cycles anywhere in the entire linked structure.
* Your code should preferably run in O(n) time and use only O(1) memory.

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution **{**

public**:**

ListNode **\***getIntersectionNode**(**ListNode **\***headA**,** ListNode **\***headB**)** **{**

int len1 **=** 0**,** len2 **=** 0**;**

ListNode **\***p **=** headA**,** **\***q **=** headB**;**

**while** **(**p**)** **{**p **=** p**->**next**;** len1**++;}**

**while** **(**q**)** **{**q **=** q**->**next**;** len2**++;}**

**if** **(**len1 **<** len2**)** **{**

swap**(**len1**,** len2**);**

swap**(**headA**,** headB**);**

**}**

p **=** headA**;** q **=** headB**;**

int k **=** len1**-**len2**;**

**while** **(**k**--)** p **=** p**->**next**;**

**while** **(**p**)** **{**

**if** **(**p **==** q**)** **return** p**;**

p **=** p**->**next**;**

q **=** q**->**next**;**

**}**

**return** **nullptr;**

**}**

**}**

### 161. One Edit Distance

Given two strings ***s*** and ***t***, determine if they are both one edit distance apart.

**Note:**

There are 3 possiblities to satisify one edit distance apart:

1. Insert a character into s to get t
2. Delete a character from s to get t
3. Replace a character of s to get t

**Example 1:**

**Input:** s = "ab", t = "acb"

**Output:** true

**Explanation:** We can insert 'c' into s to get t.

**Example 2:**

**Input:** s = "cab", t = "ad"

**Output:** false

**Explanation:** We cannot get t from s by only one step.

**Example 3:**

**Input:** s = "1203", t = "1213"

**Output:** true

**Explanation:** We can replace '0' with '1' to get t.

class Solution **{**

public**:**

bool isOneEditDistance**(**string s**,** string t**)** **{**

int n **=** s**.**size**(),** m **=** t**.**size**();**

int len **=** min**(**s**.**size**(),** t**.**size**());**

**for** **(**int i **=** 0**;** i **<** len**;** i**++)** **{**

**if** **(**s**[**i**]** **!=** t**[**i**])** **{**

**if** **(**n **==** m**)** **return** s**.**substr**(**i **+** 1**)** **==** t**.**substr**(**i **+** 1**);**

**else** **if** **(**n **<** m**)** **return** s**.**substr**(**i**)** **==** t**.**substr**(**i **+** 1**);**

**else** **return** s**.**substr**(**i **+** 1**)** **==** t**.**substr**(**i**);**

**}**

**}**

**return** n **==** m**+**1 **||** n **==** m**-**1**;**

**}**

**};**

### 162. Find Peak Element

Medium

A peak element is an element that is greater than its neighbors.

Given an input array nums, where nums[i] ≠ nums[i+1], find a peak element and return its index.

The array may contain multiple peaks, in that case return the index to any one of the peaks is fine.

You may imagine that nums[-1] = nums[n] = -∞.

**Example 1:**

**Input:** **nums** = [1,2,3,1]

**Output:** 2

**Explanation:** 3 is a peak element and your function should return the index number 2.

**Example 2:**

**Input:** **nums** = [1,2,1,3,5,6,4]

**Output:** 1 or 5

**Explanation:** Your function can return either index number 1 where the peak element is 2,

  or index number 5 where the peak element is 6.

**Note:**

Your solution should be in logarithmic complexity.

class Solution **{**

public**:**

int findPeakElement**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int findPeakElement**(**vector**<**int**>&** nums**)** **{**

int l **=** 0**,** r **=** nums**.**size**()** **-** 1**;**

**while** **(**l **<** r**)** **{**

int mid **=** l **+** **(**r**-**l**)/**2**;**

**if** **(**nums**[**mid**]** **>** nums**[**mid**+**1**])** r **=** mid**;**

**else** l **=** mid **+** 1**;**

**}**

**return** l**;**

**}**

**};**

### 163.Missing Ranges

Given a sorted integer array nums, where the range of elements are in the **inclusive range [*lower*, *upper*]**, return its missing ranges.

**Example:**

**Input:** nums = [0, 1, 3, 50, 75], ***lower*** = 0 and ***upper*** = 99,

**Output:** ["2", "4->49", "51->74", "76->99"]

class Solution **{**

public**:**

vector**<**string**>** findMissingRanges**(**vector**<**int**> &**nums**,**long lower**,**int upper**){**

vector**<**string**>** res**;**

**for** **(**long i **:** nums**)** **{**

**if** **(**i **<** lower**)** **continue;**

**else** **if** **(**i **==** lower**)** lower**++;**

**else** **{**

res**.**push\_back**(**to\_string**(**lower**)** **+** **(**i**-**lower **==** 1 **?** ""

**:** **(**"->" **+** to\_string**(**i**-**1**))));**

lower **=** i**+**1**;**

**}**

**}**

**if** **(**lower **-** upper **!=** 1**)** **{**

res**.**push\_back**(**to\_string**(**lower**)** **+** **(**upper **==** lower **?** ""

**:** **(**"->" **+** to\_string**(**upper**))));**

**}**

**return** res**;**

**}**

**};**

### 164. Maximum Gap(●ˇ∀ˇ●)

Hard

Given an unsorted array, find the maximum difference between the successive elements in its sorted form.

Return 0 if the array contains less than 2 elements.

**Example 1:**

**Input:** [3,6,9,1]

**Output:** 3

**Explanation:** The sorted form of the array is [1,3,6,9], either

  (3,6) or (6,9) has the maximum difference 3.

**Example 2:**

**Input:** [10]

**Output:** 0

**Explanation:** The array contains less than 2 elements, therefore return 0.

**Note:**

* You may assume all elements in the array are non-negative integers and fit in the 32-bit signed integer range.
* Try to solve it in linear time/space.

class Solution **{**

public**:**

class Bucket **{**

public**:**

bool used **=** **false;**

int minval **=** numeric\_limits**<**int**>::**max**();** // same as INT\_MAX

int maxval **=** numeric\_limits**<**int**>::**min**();** // same as INT\_MIN

**};**

int maximumGap**(**vector**<**int**>&** nums**)** **{**

**if** **(**nums**.**size**()** **<** 2**)** **return** 0**;**

int Min **=** **\***min\_element**(**nums**.**begin**(),** nums**.**end**());**

int Max **=** **\***max\_element**(**nums**.**begin**(),** nums**.**end**());**

int bucketSize **=** max**(**1**,** **(**Max **-** Min**)** **/** **((**int**)**nums**.**size**()** **-** 1**));**

int bucketNum **=** **(**Max **-** Min**)** **/** bucketSize **+** 1**;**

// number of buckets

vector**<**Bucket**>** buckets**(**bucketNum**);**

**for** **(**auto **&**num **:** nums**)** **{**

int bucketIdx **=** **(**num **-** Min**)** **/** bucketSize**;**

// locating correct bucket

buckets**[**bucketIdx**].**used **=** **true;**

buckets**[**bucketIdx**].**minval **=** min**(**num**,** buckets**[**bucketIdx**].**minval**);**

buckets**[**bucketIdx**].**maxval **=** max**(**num**,** buckets**[**bucketIdx**].**maxval**);**

**}**

int prevBucketMax **=** Min**,** maxGap **=** 0**;**

**for** **(**auto **&**bucket **:** buckets**)** **{**

**if** **(!**bucket**.**used**)** **continue;**

maxGap **=** max**(**maxGap**,** bucket**.**minval **-** prevBucketMax**);**

prevBucketMax **=** bucket**.**maxval**;**

**}**

**return** maxGap**;**

**}**

**};**

### 165. Compare Version Numbers

Medium

Compare two version numbers *version1* and *version2*.  
If *version1* > *version2* return 1; if *version1* < *version2* return -1;otherwise return 0.

You may assume that the version strings are non-empty and contain only digits and the . character.

The . character does not represent a decimal point and is used to separate number sequences.

For instance, 2.5 is not "two and a half" or "half way to version three", it is the fifth second-level revision of the second first-level revision.

You may assume the default revision number for each level of a version number to be 0. For example, version number 3.4 has a revision number of 3 and 4 for its first and second level revision number. Its third and fourth level revision number are both 0.

**Example 1:**

**Input:** *version1* = "0.1", *version2* = "1.1"

**Output:** -1

**Example 2:**

**Input:** *version1* = "1.0.1", *version2* = "1"

**Output:** 1

**Example 3:**

**Input:** *version1* = "7.5.2.4", *version2* = "7.5.3"

**Output:** -1

**Example 4:**

**Input:** *version1* = "1.01", *version2* = "1.001"

**Output:** 0

**Explanation:** Ignoring leading zeroes, both “01” and “001" represent the same number “1”

**Example 5:**

**Input:** *version1* = "1.0", *version2* = "1.0.0"

**Output:** 0

**Explanation:** The first version number does not have a third level revision number, which means its third level revision number is default to "0"

**Note:**

1. Version strings are composed of numeric strings separated by dots . and this numeric strings **may** have leading zeroes.
2. Version strings do not start or end with dots, and they will not be two consecutive dots.

class Solution **{**

public**:**

int compareVersion**(**string version1**,** string version2**)** **{**

**}**

**};**

class Solution **{**

public**:**

int compareVersion**(**string version1**,** string version2**)** **{**

istringstream iss1**(**version1**),** iss2**(**version2**);**

**while** **(**iss1 **||** iss2**)** **{**

char dot**;**

long v1 **=** 0**,** v2 **=** 0**;**

**if** **(**iss1**)** iss1 **>>** v1 **>>** dot**;**

**if** **(**iss2**)** iss2 **>>** v2 **>>** dot**;**

**if** **(**v1 **!=** v2**)** **{**

**return** v1 **<** v2 **?** **-**1 **:** 1**;**

**}**

**}**

**return** 0**;**

**}**

**};**

### 166. Fraction to Recurring Decimal

Medium

Given two integers representing the numerator and denominator of a fraction, return the fraction in string format.

If the fractional part is repeating, enclose the repeating part in parentheses.

**Example 1:**

**Input:** numerator = 1, denominator = 2

**Output:** "0.5"

**Example 2:**

**Input:** numerator = 2, denominator = 1

**Output:** "2"

**Example 3:**

**Input:** numerator = 2, denominator = 3

**Output:** "0.(6)"

class Solution **{**

public**:**

string fractionToDecimal**(**long a**,** long b**)** **{**

**}**

**};**

class Solution **{**

public**:**

string fractionToDecimal**(**long a**,** long b**)** **{**

**if** **(!**a**)** **return** "0"**;**

string s**,** res **=** **(**a **>** 0 **^** b **>** 0**)** **?** "-"**:** ""**;**

a **=** labs**(**a**),** b **=** labs**(**b**);**

res **+=** to\_string**(**a**/**b**);**

**if** **((**a **%=** b**)** **==** 0**)** **return** res**;**

unordered\_map**<**long**,** int**>** My\_map**;**

int cnt **=** 0**;**

**while** **(!**My\_map**.**count**(**a**)** **&&** a**)** **{**

My\_map**.**insert**({**a**,** cnt**++});**

a **=** a**\***10**;**

s **+=** a**/**b**+**'0'**;**

a **%=** b**;**

**}**

**if** **(!**a**)** **return** res **+** '.' **+** s**;**

**else** **return** res **+** '.' **+** s**.**substr**(**0**,** My\_map**[**a**])** **+** '('

**+** s**.**substr**(**My\_map**[**a**])** **+** ')'**;**

**}**

**};**

### 167. Two Sum II - Input array is sorted

Easy

Given an array of integers that is already ***sorted in ascending order***, find two numbers such that they add up to a specific target number.

The function twoSum should return indices of the two numbers such that they add up to the target, where index1 must be less than index2.

**Note:**

* Your returned answers (both index1 and index2) are not zero-based.
* You may assume that each input would have *exactly* one solution and you may not use the *same* element twice.

**Example:**

**Input:** numbers = [2,7,11,15], target = 9

**Output:** [1,2]

**Explanation:** The sum of 2 and 7 is 9. Therefore index1 = 1, index2 = 2.

class Solution **{**

public**:**

vector**<**int**>** twoSum**(**vector**<**int**>&** numbers**,** int target**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** twoSum**(**vector**<**int**>&** numbers**,** int target**)** **{**

int l **=** 0**,** r **=** numbers**.**size**()-**1**;**

**while** **(**l **<** r**)** **{**

**if** **(**numbers**[**l**]** **+** numbers**[**r**]** **==** target**)** **return** **{**l**+**1**,** r**+**1**};**

**else** **if** **(**numbers**[**l**]** **+** numbers**[**r**]** **>** target**)** r**--;**

**else** l**++;**

**}**

**return** **{};**

**}**

**};**

### 168. Excel Sheet Column Title

Easy

Given a positive integer, return its corresponding column title as appear in an Excel sheet.

For example:

1 -> A

2 -> B

3 -> C

...

26 -> Z

27 -> AA

28 -> AB

...

**Example 1:**

**Input:** 1

**Output:** "A"

**Example 2:**

**Input:** 28

**Output:** "AB"

**Example 3:**

**Input:** 701

**Output:** "ZY"

class Solution **{**

public**:**

string convertToTitle**(**int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

string convertToTitle**(**int n**)** **{**

string res**;**

**while** **(**n**)** **{**

res **=** char**(**'A' **+** **--**n **%** 26**)** **+** res**;**

n **/=** 26**;**

**}**

**return** res**;**

**}**

**};**

### 169. Majority Element

Easy

Given an array of size *n*, find the majority element. The majority element is the element that appears **more than** ⌊ n/2 ⌋ times.

You may assume that the array is non-empty and the majority element always exist in the array.

**Example 1:**

**Input:** [3,2,3]

**Output:** 3

**Example 2:**

**Input:** [2,2,1,1,1,2,2]

**Output:** 2

class Solution **{**

public**:**

int majorityElement**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int majorityElement**(**vector**<**int**>&** nums**)** **{**

int res **=** **-**1**,** time **=** 0**;**

**for (**auto **&**i **:** nums**)** **{**

i **==** res **?** time**++** **:** time**--;**

**if** **(**time **<=** 0**)** **{**

res **=** i**;** time **=** 1**;**

**}**

**}**

**return** res**;**

**}**

**};**

### 170. Two Sum III - Data structure design

Design and implement a TwoSum class. It should support the following operations: add and find.

add - Add the number to an internal data structure.  
find - Find if there exists any pair of numbers which sum is equal to the value.

**Example 1:**

add(1); add(3); add(5);

find(4) -> true

find(7) -> false

**Example 2:**

add(3); add(1); add(2);

find(3) -> true

find(6) -> false

class TwoSum **{**

public**:**

/\*\* Initialize your data structure here. \*/

TwoSum**()** **{}**

/\*\* Add the number to an internal data structure.. \*/

void add**(**int number**)** **{**

**}**

/\*\* Find if there exists any pair of numbers which sum is equal to the value. \*/

bool find**(**int value**)** **{**

**}**

**};**

/\*\*

\* Your TwoSum object will be instantiated and called as such:

\* TwoSum\* obj = new TwoSum();

\* obj->add(number);

\* bool param\_2 = obj->find(value);

\*/

class TwoSum **{**

public**:**

/\*\* Initialize your data structure here. \*/

TwoSum**()** **{}**

/\*\* Add the number to an internal data structure.. \*/

void add**(**int number**)** **{**

m**[**number**]++;**

**}**

/\*\* Find if there exists any pair of numbers which sum is equal to the value. \*/

bool find**(**int value**)** **{**

**for** **(**auto **&**i **:** m**)** **{**

int j **=** value **-** i**.**first**;**

**if** **(**j **==** i**.**first **&&** i**.**second **>** 1**)** **return** **true;**

**else** **if** **(**j **!=** i**.**first **&&** m**.**count**(**j**))** **return** **true;**

**}**

**return** **false;**

**}**

private**:**

unordered\_map**<**int**,** int**>** m**;**

**};**

/\*\*

\* Your TwoSum object will be instantiated and called as such:

\* TwoSum\* obj = new TwoSum();

\* obj->add(number);

\* bool param\_2 = obj->find(value);

\*/

### 171. Excel Sheet Column Number

Easy

Given a column title as appear in an Excel sheet, return its corresponding column number.

For example:

A -> 1

B -> 2

C -> 3

...

Z -> 26

AA -> 27

AB -> 28

...

**Example 1:**

**Input:** "A"

**Output:** 1

**Example 2:**

**Input:** "AB"

**Output:** 28

**Example 3:**

**Input:** "ZY"

**Output:** 701

class Solution **{**

public**:**

int titleToNumber**(**string s**)** **{**

int res **=** 0**;**

**for** **(**auto **&**c **:** s**)** **{**

res **=** res**\***26 **+** **(**c**-**'A'**)** **+** 1**;**

**}**

**return** res**;**

**}**

**};**

### 172. Factorial Trailing Zeroes(●ˇ∀ˇ●)

Easy

Given an integer *n*, return the number of trailing zeroes in *n*!.

**Example 1:**

**Input:** 3

**Output:** 0

**Explanation:** 3! = 6, no trailing zero.

**Example 2:**

**Input:** 5

**Output:** 1

**Explanation:** 5! = 120, one trailing zero.

**Note:** Your solution should be in logarithmic time complexity.

class Solution **{**

public**:**

int trailingZeroes**(**int n**)** **{**

**}**

**};**

class Solution **{**

public**:**

int trailingZeroes**(**int n**)** **{**

int res **=** 0**;**

**while** **(**n **/=** 5**)** res **+=** n**;**

**return** res**;**

**}**

**};**

### 173. Binary Search Tree Iterator

Medium

Implement an iterator over a binary search tree (BST). Your iterator will be initialized with the root node of a BST.

Calling next() will return the next smallest number in the BST.

**Example:**
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BSTIterator iterator = new BSTIterator(root);

iterator.next(); // return 3

iterator.next(); // return 7

iterator.hasNext(); // return true

iterator.next(); // return 9

iterator.hasNext(); // return true

iterator.next(); // return 15

iterator.hasNext(); // return true

iterator.next(); // return 20

iterator.hasNext(); // return false

**Note:**

* next() and hasNext() should run in average O(1) time and uses O(*h*) memory, where *h* is the height of the tree.
* You may assume that next() call will always be valid, that is, there will be at least a next smallest number in the BST when next() is called.

class BSTIterator **{**

public**:**

stack**<**TreeNode**\*>** s**;**

TreeNode **\***q**;**

BSTIterator**(**TreeNode**\*** root**)** **{**

q **=** root**;**

**}**

/\*\* **@return** the next smallest number \*/

int next**()** **{**

**while** **(**q**)** **{**

s**.**push**(**q**);**

q **=** q**->**left**;**

**}**

q **=** s**.**top**();**

s**.**pop**();**

int res **=** q**->**val**;**

q **=** q**->**right**;**

**return** res**;**

**}**

/\*\* **@return** whether we have a next smallest number \*/

bool hasNext**()** **{**

**return** **!**s**.**empty**()** **||** q**;**

**}**

**};**

### 174. Dungeon Game(●ˇ∀ˇ●)

Hard

The demons had captured the princess (**P**) and imprisoned her in the bottom-right corner of a dungeon. The dungeon consists of M x N rooms laid out in a 2D grid. Our valiant knight (**K**) was initially positioned in the top-left room and must fight his way through the dungeon to rescue the princess.

The knight has an initial health point represented by a positive integer. If at any point his health point drops to 0 or below, he dies immediately.

Some of the rooms are guarded by demons, so the knight loses health (*negative* integers) upon entering these rooms; other rooms are either empty (*0's*) or contain magic orbs that increase the knight's health (*positive* integers).

In order to reach the princess as quickly as possible, the knight decides to move only rightward or downward in each step.

**Write a function to determine the knight's minimum initial health so that he is able to rescue the princess.**

For example, given the dungeon below, the initial health of the knight must be at least **7** if he follows the optimal path RIGHT-> RIGHT -> DOWN -> DOWN.

|  |  |  |
| --- | --- | --- |
| -2 (K) | -3 | 3 |
| -5 | -10 | 1 |
| 10 | 30 | -5 (P) |

**Note:**

* The knight's health has no upper bound.
* Any room can contain threats or power-ups, even the first room the knight enters and the bottom-right room where the princess is imprisoned.

class Solution **{**

public**:**

int calculateMinimumHP**(**vector**<**vector**<**int**>>&** dungeon**)** **{**

int n **=** dungeon**.**size**(),** m **=** dungeon**[**0**].**size**();**

vector**<**int**>** f**(**m**,** INT\_MAX**);**

**for** **(**int i **=** n**-**1**;** i **>=** 0**;** **--**i**)** **{**

**for** **(**int j **=** m**-**1**;** j **>=** 0**;** **--**j**)** **{**

**if** **(**i **==** n**-**1 **&&** j **==** m**-**1**)** **{**

f**[**j**]** **=** max**(**1**,** 1**-**dungeon**[**i**][**j**]);**

**} else** **if** **(**j **==** m**-**1**)** **{**

f**[**j**]** **=** max**(**f**[**j**]-**dungeon**[**i**][**j**],** 1**);**

**} else** **{**

f**[**j**]** **=** max**(**min**(**f**[**j**],** f**[**j**+**1**])-**dungeon**[**i**][**j**],** 1**);**

**}**

**}**

**}**

**return** f**[**0**];**

**}**

**};**

### 175. Combine Two Tables(SQL)

Easy

SQL Schema

Table: Person

+-------------+---------+

| Column Name | Type |

+-------------+---------+

| PersonId | int |

| FirstName | varchar |

| LastName | varchar |

+-------------+---------+

PersonId is the primary key column for this table.

Table: Address

+-------------+---------+

| Column Name | Type |

+-------------+---------+

| AddressId | int |

| PersonId | int |

| City | varchar |

| State | varchar |

+-------------+---------+

AddressId is the primary key column for this table.

Write a SQL query for a report that provides the following information for each person in the Person table, regardless if there is an address for each of those people:

FirstName, LastName, City, State

### 176. Second Highest Salary(SQL)

Easy

SQL Schema

Write a SQL query to get the second highest salary from the Employee table.

+----+--------+

| Id | Salary |

+----+--------+

| 1 | 100 |

| 2 | 200 |

| 3 | 300 |

+----+--------+

For example, given the above Employee table, the query should return 200 as the second highest salary. If there is no second highest salary, then the query should return null.

+---------------------+

| SecondHighestSalary |

+---------------------+

| 200 |

+---------------------+

### 177. Nth Highest Salary(SQL)

Medium

Write a SQL query to get the *n*th highest salary from the Employee table.

+----+--------+

| Id | Salary |

+----+--------+

| 1 | 100 |

| 2 | 200 |

| 3 | 300 |

+----+--------+

For example, given the above Employee table, the *n*th highest salary where *n* = 2 is 200. If there is no *n*th highest salary, then the query should return null.

+------------------------+

| getNthHighestSalary(2) |

+------------------------+

| 200 |

+------------------------+

### 178. Rank Scores(SQL)

Medium

SQL Schema

Write a SQL query to rank scores. If there is a tie between two scores, both should have the same ranking. Note that after a tie, the next ranking number should be the next consecutive integer value. In other words, there should be no "holes" between ranks.

+----+-------+

| Id | Score |

+----+-------+

| 1 | 3.50 |

| 2 | 3.65 |

| 3 | 4.00 |

| 4 | 3.85 |

| 5 | 4.00 |

| 6 | 3.65 |

+----+-------+

For example, given the above Scores table, your query should generate the following report (order by highest score):

+-------+------+

| Score | Rank |

+-------+------+

| 4.00 | 1 |

| 4.00 | 1 |

| 3.85 | 2 |

| 3.65 | 3 |

| 3.65 | 3 |

| 3.50 | 4 |

+-------+------+

### 179. Largest Number

Medium

Given a list of non negative integers, arrange them such that they form the largest number.

**Example 1:**

**Input:** [10,2]

**Output:** "210"

**Example 2:**

**Input:** [3,30,34,5,9]

**Output:** "9534330"

**Note:** The result may be very large, so you need to return a string instead of an integer.

class Solution **{**

public**:**

string largestNumber**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

string largestNumber**(**vector**<**int**>&** nums**)** **{**

vector**<**string**>** v**;**

for\_each **(**nums**.**begin**(),** nums**.**end**(),** **[&](**const int **&**i**){**

v**.**push\_back**(**to\_string**(**i**));**

**});**

sort **(**v**.**begin**(),** v**.**end**(),** **[](**const string **&**a**,** const string **&**b**){**

**return** a**+**b **>** b**+**a**;**

**});**

string res**;**

**for (**auto **&**s **:** v**)** res **+=** s**;**

**while** **(**res**.**size**()** **>** 1 **&&** res**[**0**]** **==** '0'**)** res**.**erase**(**res**.**begin**());**

**return** res**;**

**}**

**};**

### 180. Consecutive Numbers(SQL)

Medium

SQL Schema

Write a SQL query to find all numbers that appear at least three times consecutively.

+----+-----+

| Id | Num |

+----+-----+

| 1 | 1 |

| 2 | 1 |

| 3 | 1 |

| 4 | 2 |

| 5 | 1 |

| 6 | 2 |

| 7 | 2 |

+----+-----+

For example, given the above Logs table, 1 is the only number that appears consecutively for at least three times.

+-----------------+

| ConsecutiveNums |

+-----------------+

| 1 |

+-----------------+

### 181. Employees Earning More Than Their Managers(SQL)

Easy

SQL Schema

The Employee table holds all employees including their managers. Every employee has an Id, and there is also a column for the manager Id.

+----+-------+--------+-----------+

| Id | Name | Salary | ManagerId |

+----+-------+--------+-----------+

| 1 | Joe | 70000 | 3 |

| 2 | Henry | 80000 | 4 |

| 3 | Sam | 60000 | NULL |

| 4 | Max | 90000 | NULL |

+----+-------+--------+-----------+

Given the Employee table, write a SQL query that finds out employees who earn more than their managers. For the above table, Joe is the only employee who earns more than his manager.

+----------+

| Employee |

+----------+

| Joe |

+----------+

### 182. Duplicate Emails(SQL)

Easy

SQL Schema

Write a SQL query to find all duplicate emails in a table named Person.

+----+---------+

| Id | Email |

+----+---------+

| 1 | a@b.com |

| 2 | c@d.com |

| 3 | a@b.com |

+----+---------+

For example, your query should return the following for the above table:

+---------+

| Email |

+---------+

| a@b.com |

+---------+

**Note**: All emails are in lowercase.

### 183. Customers Who Never Order(SQL)

Easy

SQL Schema

Suppose that a website contains two tables, the Customers table and the Orders table. Write a SQL query to find all customers who never order anything.

Table: Customers.

+----+-------+

| Id | Name |

+----+-------+

| 1 | Joe |

| 2 | Henry |

| 3 | Sam |

| 4 | Max |

+----+-------+

Table: Orders.

+----+------------+

| Id | CustomerId |

+----+------------+

| 1 | 3 |

| 2 | 1 |

+----+------------+

Using the above tables as example, return the following:

+-----------+

| Customers |

+-----------+

| Henry |

| Max |

+-----------+

### 184. Department Highest Salary(SQL)

Medium

SQL Schema

The Employee table holds all employees. Every employee has an Id, a salary, and there is also a column for the department Id.

+----+-------+--------+--------------+

| Id | Name | Salary | DepartmentId |

+----+-------+--------+--------------+

| 1 | Joe | 70000 | 1 |

| 2 | Henry | 80000 | 2 |

| 3 | Sam | 60000 | 2 |

| 4 | Max | 90000 | 1 |

+----+-------+--------+--------------+

The Department table holds all departments of the company.

+----+----------+

| Id | Name |

+----+----------+

| 1 | IT |

| 2 | Sales |

+----+----------+

Write a SQL query to find employees who have the highest salary in each of the departments. For the above tables, Max has the highest salary in the IT department and Henry has the highest salary in the Sales department.

+------------+----------+--------+

| Department | Employee | Salary |

+------------+----------+--------+

| IT | Max | 90000 |

| Sales | Henry | 80000 |

+------------+----------+--------+

### 185. Department Top Three Salaries(SQL)

Hard

SQL Schema

The Employee table holds all employees. Every employee has an Id, and there is also a column for the department Id.

+----+-------+--------+--------------+

| Id | Name | Salary | DepartmentId |

+----+-------+--------+--------------+

| 1 | Joe | 70000 | 1 |

| 2 | Henry | 80000 | 2 |

| 3 | Sam | 60000 | 2 |

| 4 | Max | 90000 | 1 |

| 5 | Janet | 69000 | 1 |

| 6 | Randy | 85000 | 1 |

+----+-------+--------+--------------+

The Department table holds all departments of the company.

+----+----------+

| Id | Name |

+----+----------+

| 1 | IT |

| 2 | Sales |

+----+----------+

Write a SQL query to find employees who earn the top three salaries in each of the department. For the above tables, your SQL query should return the following rows.

+------------+----------+--------+

| Department | Employee | Salary |

+------------+----------+--------+

| IT | Max | 90000 |

| IT | Randy | 85000 |

| IT | Joe | 70000 |

| Sales | Henry | 80000 |

| Sales | Sam | 60000 |

+------------+----------+--------+

### 186. Reverse Words in a String II

Given an input string , reverse the string word by word.

**Example:**

**Input:** ["t","h","e"," ","s","k","y"," ","i","s"," ","b","l","u","e"]

**Output:** ["b","l","u","e"," ","i","s"," ","s","k","y"," ","t","h","e"]

**Note:**

* A word is defined as a sequence of non-space characters.
* The input string does not contain leading or trailing spaces.
* The words are always separated by a single space.

**Follow up:**Could you do it *in-place* without allocating extra space?

class Solution **{**

public**:**

void reverseWords**(**vector**<**char**>&** str**)** **{**

vector**<**char**>::**iterator p **=** str**.**begin**(),** q **=** p**;**

**while** **(**p **!=** str**.**end**())** **{**

**while** **(**q **!=** str**.**end**()** **&&** **\***q **!=** ' '**)** q**++;**

reverse**(**p**,** q**);**

**if** **(**q **==** str**.**end**())** **break;**

p **=** **++**q**;**

**}**

reverse**(**str**.**begin**(),** str**.**end**());**

**}**

**};**

### 187. Repeated DNA Sequences

Medium

All DNA is composed of a series of nucleotides abbreviated as A, C, G, and T, for example: "ACGAATTCCG". When studying DNA, it is sometimes useful to identify repeated sequences within the DNA.

Write a function to find all the 10-letter-long sequences (substrings) that occur more than once in a DNA molecule.

**Example:**

**Input:** s = "AAAAACCCCCAAAAACCCCCCAAAAAGGGTTT"

**Output:** ["AAAAACCCCC", "CCCCCAAAAA"]

class Solution **{**

public**:**

vector**<**string**>** findRepeatedDnaSequences**(**string s**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**string**>** findRepeatedDnaSequences**(**string s**)** **{**

unordered\_map**<**char**,** int**>** ch**{{**'A'**,**0**},** **{**'C'**,**1**},** **{**'G'**,**2**},** **{**'T'**,**3**}};**

unordered\_map**<**int**,** int**>** My\_map**;**

vector**<**string**>** res**;**

int t **=** 0**,** i **=** 0**,** n **=** s**.**length**();**

**while** **(**i **<** 9**)** t **=** t **<<** 2 **|** ch**[**s**[**i**++]];**

**while** **(**i **<** n**)** **{**

t **=** t **<<** 2 **&** 0xfffff **|** ch**[**s**[**i**++]];**

**if** **(**My\_map**[**t**]++** **==** 1**)** res**.**push\_back**(**s**.**substr**(**i**-**10**,** 10**));**

**}**

**return** res**;**

**}**

**};**

### 188. Best Time to Buy and Sell Stock IV

Hard

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete at most **k** transactions.

**Note:**  
You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**Example 1:**

**Input:** [2,4,1], k = 2

**Output:** 2

**Explanation:** Buy on day 1 (price = 2) and sell on day 2 (price = 4), profit = 4-2 = 2.

**Example 2:**

**Input:** [3,2,6,5,0,3], k = 2

**Output:** 7

**Explanation:** Buy on day 2 (price = 2) and sell on day 3 (price = 6), profit = 6-2 = 4.

  Then buy on day 5 (price = 0) and sell on day 6 (price = 3), profit = 3-0 = 3.

class Solution **{**

public**:**

int maxProfit**(**int k**,** vector**<**int**>** **&**prices**)** **{**

**if** **(**prices**.**empty**())** **return** 0**;**

int n **=** prices**.**size**();**

**if** **(**k **>=** n**)** **return** maxProfit**(**prices**);**

vector**<**int**>** g**(**k**+**1**,** 0**),** l**(**k**+**1**,** 0**);**

**for** **(**int i **=** 1**;** i **<** n**;** i**++)** **{**

int diff **=** prices**[**i**]** **-** prices**[**i**-**1**];**

**for** **(**int j **=** k**;** j **>=** 1**;** j**--)** **{**

l**[**j**]** **=** max**(**g**[**j**-**1**]** **+** max**(**diff**,** 0**),** l**[**j**]** **+** diff**);**

g**[**j**]** **=** max**(**g**[**j**],** l**[**j**]);**

**}**

**}**

**return** g**[**k**];**

**}**

private**:**

int maxProfit**(**vector**<**int**>&** prices**)** **{**

int Buy **=** INT\_MAX**,** res **=** 0**;**

**for** **(**auto **&**Sell **:** prices**)** **{**

**if** **(**Sell **>** Buy**)** res **+=** Sell**-**Buy**;**

Buy **=** Sell**;**

**}**

**return** res**;**

**}**

**};**

### 189. Rotate Array

Easy

Given an array, rotate the array to the right by *k* steps, where *k* is non-negative.

**Example 1:**

**Input:** [1,2,3,4,5,6,7] and *k* = 3

**Output:** [5,6,7,1,2,3,4]

**Explanation:**

rotate 1 steps to the right: [7,1,2,3,4,5,6]

rotate 2 steps to the right: [6,7,1,2,3,4,5]

rotate 3 steps to the right: [5,6,7,1,2,3,4]

**Example 2:**

**Input:** [-1,-100,3,99] and *k* = 2

**Output:** [3,99,-1,-100]

**Explanation:**

rotate 1 steps to the right: [99,-1,-100,3]

rotate 2 steps to the right: [3,99,-1,-100]

**Note:**

* Try to come up as many solutions as you can, there are at least 3 different ways to solve this problem.
* Could you do it in-place with O(1) extra space?

class Solution **{**

public**:**

void rotate**(**vector**<**int**>&** nums**,** int k**)** **{**

**}**

**};**

class Solution **{**

public**:**

void rotate**(**vector**<**int**>&** nums**,** int k**)** **{**

**if (**nums**.**empty**())** **return;**

k **=** nums**.**size**()** **-** k **%** nums**.**size**();**

reverse**(**nums**,** 0**,** k**-**1**);**

reverse**(**nums**,** k**,** nums**.**size**()-**1**);**

reverse**(**nums**,** 0**,** nums**.**size**()-**1**);**

**}**

void reverse**(**vector**<**int**>&** nums**,** int l**,** int r**)** **{**

**while** **(**l **<** r**)** swap**(**nums**[**l**++],** nums**[**r**--]);**

**}**

**};**

### 190. Reverse Bits

Easy

Reverse bits of a given 32 bits unsigned integer.

**Example 1:**

**Input:** 00000010100101000001111010011100

**Output:** 00111001011110000010100101000000

**Explanation:** The input binary string **00000010100101000001111010011100** represents the unsigned integer 43261596, so return 964176192 which its binary representation is **00111001011110000010100101000000**.

**Example 2:**

**Input:** 11111111111111111111111111111101

**Output:** 10111111111111111111111111111111

**Explanation:** The input binary string **11111111111111111111111111111101** represents the unsigned integer 4294967293, so return 3221225471 which its binary representation is **10101111110010110010011101101001**.

**Note:**

* Note that in some languages such as Java, there is no unsigned integer type. In this case, both input and output will be given as signed integer type and should not affect your implementation, as the internal binary representation of the integer is the same whether it is signed or unsigned.
* In Java, the compiler represents the signed integers using [2's complement notation](https://en.wikipedia.org/wiki/Two%27s_complement). Therefore, in **Example 2** above the input represents the signed integer -3 and the output represents the signed integer -1073741825.

**Follow up**:

If this function is called many times, how would you optimize it?

class Solution **{**

public**:**

uint32\_t reverseBits**(**uint32\_t n**)** **{**

uint32\_t res = 0**;**

**for** **(**int i **=** 0**;** i **<** 32**;** i**++)** **{**

res **<<=** 1**;**

res **+=** n **&** 0x00000001**;**

n **>>=** 1**;**

**}**

**return** res**;**

**}**

**};**

### 191. Number of 1 Bits

Easy

Write a function that takes an unsigned integer and return the number of '1' bits it has (also known as the [Hamming weight](http://en.wikipedia.org/wiki/Hamming_weight)).

**Example 1:**

**Input:** 00000000000000000000000000001011

**Output:** 3

**Explanation:** The input binary string **00000000000000000000000000001011** has a total of three '1' bits.

**Example 2:**

**Input:** 00000000000000000000000010000000

**Output:** 1

**Explanation:** The input binary string **00000000000000000000000010000000** has a total of one '1' bit.

**Example 3:**

**Input:** 11111111111111111111111111111101

**Output:** 31

**Explanation:** The input binary string **11111111111111111111111111111101** has a total of thirty one '1' bits.

**Note:**

* Note that in some languages such as Java, there is no unsigned integer type. In this case, the input will be given as signed integer type and should not affect your implementation, as the internal binary representation of the integer is the same whether it is signed or unsigned.
* In Java, the compiler represents the signed integers using [2's complement notation](https://en.wikipedia.org/wiki/Two%27s_complement). Therefore, in **Example 3** above the input represents the signed integer -3.

**Follow up**:

If this function is called many times, how would you optimize it?

class Solution **{**

public**:**

int hammingWeight**(**uint32\_t n**)** **{**

int cnt **=** 0**;**

**while** **(**n**)** **{**

n **&=** **(**n **-** 1**);**

cnt**++;**

**}**

**return** cnt**;**

**}**

**};**

///////////////////////////////

class Solution **{**

public**:**

int hammingWeight**(**uint32\_t n**)** **{**

int cnt **=** 0**;**

**for** **(**int i **=** 0**;** i **<** 32**;** i**++)** **{**

**if** **(**n **&** 0x00000001**)** cnt**++;**

n **>>=** 1**;**

**}**

**return** cnt**;**

**}**

**};**

### 192. Word Frequency(Bash)

Medium

Write a bash script to calculate the frequency of each word in a text file words.txt.

For simplicity sake, you may assume:

* words.txt contains only lowercase characters and space ' ' characters.
* Each word must consist of lowercase characters only.
* Words are separated by one or more whitespace characters.

**Example:**

Assume that words.txt has the following content:

the day is sunny the the

the sunny is is

Your script should output the following, sorted by descending frequency:

the 4

is 3

sunny 2

day 1

**Note:**

* Don't worry about handling ties, it is guaranteed that each word's frequency count is unique.
* Could you write it in one-line using [Unix pipes](http://tldp.org/HOWTO/Bash-Prog-Intro-HOWTO-4.html)?

### 193. Valid Phone Numbers(Bash)

Easy

Given a text file file.txt that contains list of phone numbers (one per line), write a one liner bash script to print all valid phone numbers.

You may assume that a valid phone number must appear in one of the following two formats: (xxx) xxx-xxxx or xxx-xxx-xxxx. (x means a digit)

You may also assume each line in the text file must not contain leading or trailing white spaces.

**Example:**

Assume that file.txt has the following content:

987-123-4567

123 456 7890

(123) 456-7890

Your script should output the following valid phone numbers:

987-123-4567

(123) 456-7890

### 194. Transpose File(Bash)

Medium

Given a text file file.txt, transpose its content.

You may assume that each row has the same number of columns and each field is separated by the ' ' character.

**Example:**

If file.txt has the following content:

name age

alice 21

ryan 30

Output the following:

name alice ryan

age 21 30

### 195. Tenth Line(Bash)

Easy

Given a text file file.txt, print just the 10th line of the file.

**Example:**

Assume that file.txt has the following content:

Line 1

Line 2

Line 3

Line 4

Line 5

Line 6

Line 7

Line 8

Line 9

Line 10

Your script should output the tenth line, which is:

Line 10

**Note:**  
1. If the file contains less than 10 lines, what should you output?  
2. There's at least three different solutions. Try to explore all possibilities.

### 196. Delete Duplicate Emails(SQL)

Easy

Write a SQL query to **delete** all duplicate email entries in a table named Person, keeping only unique emails based on its *smallest* **Id**.

+----+------------------+

| Id | Email |

+----+------------------+

| 1 | john@example.com |

| 2 | bob@example.com |

| 3 | john@example.com |

+----+------------------+

Id is the primary key column for this table.

For example, after running your query, the above Person table should have the following rows:

+----+------------------+

| Id | Email |

+----+------------------+

| 1 | john@example.com |

| 2 | bob@example.com |

+----+------------------+

**Note:**

Your output is the whole Person table after executing your sql. Use delete statement.

### 197. Rising Temperature(SQL)

Easy

SQL Schema

Given a Weather table, write a SQL query to find all dates' Ids with higher temperature compared to its previous (yesterday's) dates.

+---------+------------------+------------------+

| Id(INT) | RecordDate(DATE) | Temperature(INT) |

+---------+------------------+------------------+

| 1 | 2015-01-01 | 10 |

| 2 | 2015-01-02 | 25 |

| 3 | 2015-01-03 | 20 |

| 4 | 2015-01-04 | 30 |

+---------+------------------+------------------+

For example, return the following Ids for the above Weather table:

+----+

| Id |

+----+

| 2 |

| 4 |

+----+

### 198. House Robber

Easy

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed, the only constraint stopping you from robbing each of them is that adjacent houses have security system connected and **it will automatically contact the police if two adjacent houses were broken into on the same night**.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight **without alerting the police**.

**Example 1:**

**Input:** [1,2,3,1]

**Output:** 4

**Explanation:** Rob house 1 (money = 1) and then rob house 3 (money = 3).

  Total amount you can rob = 1 + 3 = 4.

**Example 2:**

**Input:** [2,7,9,3,1]

**Output:** 12

**Explanation:** Rob house 1 (money = 2), rob house 3 (money = 9) and rob house 5 (money = 1).

  Total amount you can rob = 2 + 9 + 1 = 12.

class Solution **{**

public**:**

int rob**(**vector**<**int**>&** nums**)** **{**

**}**

**};**

class Solution **{**

public**:**

int rob**(**vector**<**int**>&** nums**)** **{**

int res**[**2**]** **=** **{**0**,** 0**};** // res[0]: 不偷 res[1]：偷

**for** **(**auto **&**i **:** nums**)** **{**

int temp **=** res**[**1**];**

res**[**1**]** **=** res**[**0**]** **+** i**;**

res**[**0**]** **=** max**(**res**[**0**],** temp**);**

**}**

**return** max**(**res**[**0**],** res**[**1**]);**

**}**

**};**

### 199. Binary Tree Right Side View

Medium

Given a binary tree, imagine yourself standing on the *right* side of it, return the values of the nodes you can see ordered from top to bottom.

**Example:**

**Input:** [1,2,3,null,5,null,4]

**Output:** [1, 3, 4]

**Explanation:**

1 <---

/ \

2 3 <---

\ \

5 4 <---

class Solution **{**

public**:**

vector**<**int**>** rightSideView**(**TreeNode**\*** root**)** **{**

**}**

**};**

class Solution **{**

public**:**

vector**<**int**>** rightSideView**(**TreeNode**\*** root**)** **{**

vector**<**int**>** res**;**

**if** **(**root **==** **nullptr)** **return** res**;**

queue**<**TreeNode**\*>** q**;**

q**.**push**(**root**);**

**while** **(!**q**.**empty**())** **{**

int sz **=** q**.**size**();**

**while** **(**sz**--)** **{**

TreeNode **\***t **=** q**.**front**();**

q**.**pop**();**

**if** **(**t**->**left**)** q**.**push**(**t**->**left**);**

**if** **(**t**->**right**)** q**.**push**(**t**->**right**);**

**if** **(!**sz**)** res**.**push\_back**(**t**->**val**);**

**}**

**}**

**return** res**;**

**}**

**};**

### 200. Number of Islands

Medium

Given a 2d grid map of '1's (land) and '0's (water), count the number of islands. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

**Example 1:**

**Input:**

11110

11010

11000

00000

**Output:** 1

**Example 2:**

**Input:**

11000

11000

00100

00011

**Output:** 3

class Solution **{**

public**:**

int numIslands**(**vector**<**vector**<**char**>>&** grid**)** **{**

**}**

**};**

class Solution **{**

public**:**

int numIslands**(**vector**<**vector**<**char**>>&** grid**)** **{**

**if** **(**grid**.**empty**())** **return** 0**;**

int res **=** 0**,** n **=** grid**.**size**(),** m **=** grid**[**0**].**size**();**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

**for** **(**int j **=** 0**;** j **<** m**;** j**++)** **{**

**if** **(**grid**[**i**][**j**]** **!=** '0'**)** **{**

dfs**(**i**,** j**,** n**,** m**,** grid**);**

res**++;**

**}**

**}**

**}**

**return** res**;**

**}**

private**:**

const int dx**[**4**]** **=** **{**1**,** **-**1**,** 0**,** 0**};**

const int dy**[**4**]** **=** **{**0**,** 0**,** 1**,** **-**1**};**

void dfs**(**int x**,** int y**,** int n**,** int m**,** vector**<**vector**<**char**>>&** grid**)** **{**

grid**[**x**][**y**]** **=** '0'**;**

**for** **(**int k **=** 0**;** k **<** 4**;** k**++)** **{**

int xx **=** x**+**dx**[**k**],** yy **=** y**+**dy**[**k**];**

**if** **(**xx **>=** n **||** yy **>=** m **||** xx **<** 0 **||** yy **<** 0**)** **continue;**

**if** **(**grid**[**xx**][**yy**]** **!=** '0'**)** dfs**(**xx**,** yy**,** n**,** m**,** grid**);**

**}**

**}**

**};**